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Abstract

We present The Value Chain, the first application that enables the secure distribution of digital assets and management of the associated permissions and payments, without a central party. Users’ distribution agreements provide a transparent audit trail by making use of the Ethereum Blockchain.

This solution has been applied to the UK’s independent film industry in an attempt to help film makers keep their films secure during distribution, and provide a more fluid management of viewing rights. With our solution, they should be able to reach larger target audiences with greater profit margins. The solution can be applied to any industry distributing a digital asset such as music or health records.

Our unique and novel approach has been tested and shown to various industry experts including The Film Network, The British Academy of Film and Television Arts (BAFTA), Innovate UK, The UK’s chief science adviser Sir Mark Walport, Digital Catapult and Goldman Sachs. Feedback obtained from industry alongside our analysis has show our solution to be secure and in demand. We will be creating a company to further develop this project.
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Chapter 1

Introduction

1.1 Motivation

The motivation for this project stems from the new possibilities that have arisen from advances in Technology, specifically the ideas around Bitcoin and the Blockchain, enabling the transfer of value digitally, rather than just the duplication of an item provided by previous peer-to-peer platforms.

We are trying to solve the problem of efficient, secure and transparent distribution of an item of value (an asset), without a trusted middle man and the management of the associated permissions and payments.

We will be applying this solution to the United Kingdom’s Independent Film Industry to aid independent film makers who are having difficulties protecting their Intellectual Property, reaching a market in the existing structure, and making a profit from their films.

Many problems have arisen out of the world becoming more dependent on technology. Bitcoin and the Blockchain have given us new tools in dealing with some of these problems, specifically to do with transferring value online, but have introduced others:

• How do we exchange value between parties according to some agreement in a transparent yet secure way without a middle man?

• Can we use advances in technology to create more efficient Economies and better models of governance?

• How do we enable more transparency so that we may regulate and audit services better to avoid criminal activity?

• Does your data belong to the company whose service you are using (e.g. Does Facebook own your profile?, Can you regulate what they do with it?)?
The answer to any of these questions is far from trivial. On one hand, we need to create solutions that address these problems and ensure that they themselves are not lacking in security and transparency. On the other hand, we have to persuade regulators and existing businesses to allow the current policy and systems to change. Since it is rare to find a solution without trade-offs, we need to devote resources to research the weaknesses of new and untested models.

1.2 Objectives

We are attempting to address some of the problems mentioned above by creating a web application that stores a structured collection of digital items of value and securely regulates the access to them without a trusted third party. The app governs the flows of value between the users creating, distributing and consuming the collection, creating transparent records in the process.

We are working with The Film Network (TFN) and the British Academy of Film and Television Arts (BAFTA) to apply our solution to the United Kingdom’s independent film industry. Each of the components of a film is stored securely (i.e. soundtrack, script, the film itself, etc.) and access to them is regulated by the system. The system will facilitate the negotiation and creation of distribution contracts forming a hierarchical chain and handle all resulting payments from the consumer, through the chain, back to the creators and rights holders.

1.3 Contribution

The following are the main contributions of this project:

- A means of creating, negotiating and digitally signing smart contracts that will manage the distribution of an underlying asset and the associated payments.

- A means of expressing complex hierarchical organizational structure and democratic voting to fairly and transparently enable decisions e.g about what distribution contracts to sign or how payments will be split between individual users (shareholders).

- A means of securely storing and efficiently retrieving a digital asset with no single point of failure and no server down time.

- An Application Programming Interface (API) enabling other applications to be build using our solutions.
• A decentralized application demonstrating the use of these features in the UK’s independent film industry.
Chapter 2

Background

This section will introduce the concepts required to understand the secure, decentralized storage and distribution of digital content. It will provide a summary of Blockchains and Smart Contracts and the cryptographic principals underpinning them as well, a summary of the most prominent decentralized storage platforms and look briefly at regulatory concerns in this new field. We will conclude with an overview of the film industry and other platforms in development with some similar aspects to them.

2.1 Blockchain and Beyond

2.1.1 Overview

In the last year or two there has been a lot of hype around Blockchain and the possibilities it gives of disrupting various industries. There has been talk of completely changing the strong hold banks have on financial markets [74], changing existing models of governance [42] and even creating decentralized autonomous corporations [78] where the management is in the hands of algorithms, automatically hiring, firing and making business decisions in accordance to a mission statement.

But what is the Blockchain? A Blockchain is a decentralized database, which requires the consensus of the majority of the users to add to it. It thus contains all added records dating back to its creation, publicly visible to everyone. All users validate any new block being added to the decentralized database, voting on whether they agree with the data contained in the block [69]. It requires the majority of the users to be honest which in practice works well. The voting of all Blockchain participants removes the need for a central trusted party.

The Blockchain was a solution initially proposed by a person under the pseudonym of Satoshi Nakamoto to solve the problem of having to trust a third party to securely transfer a
digital token between two parties [65]. When people refer to the Blockchain they typically mean the Bitcoin Blockchain.

2.1.2 Cryptography

All things Blockchain are made possible by Cryptography, a field in Computer Science and Mathematics concerned with the secure transfer of information between two entities. Cryptography forms the foundation of how a system can work securely without regulation or a centralized, trusted party. This is a a large field in Computer Science and I will only touch on it briefly here.

Given a randomly generated 256 bit private key (can be thought of as a password), we can generate a public key using Elliptic Curve Cryptography by repeatedly adding integer points on the Curve as shown in Figure 2.1. This ensures that retrieving the private key from the public key is computationally unfeasible (i.e. similar to solving the discrete logarithm problem).

Elliptic Curve Cryptography not only allows us to securely create public keys for Blockchain users but also allows us to create and validate digital signatures. It is more efficient in terms of storage and computational security per bit and was thus chosen over other standards such as the Rivest-Shamir-Adleman (RSA) Crypto-system [43].

Fig. 2.1 Elliptic Curve used in Bitcoin: Adding points P and Q to yield R [34]
2.1 Blockchain and Beyond

Hash functions capture the integrity of the argument passed to them. They are used to ensure a message has not been tampered with. For example: If Alice sends Bob message m with some random padding on the end s, and hash of message m, h(m), bob can ensure that the message m’ he receives is the same as the one Alice sent by calculating h(m’) and ensuring it is equal to h(m) as illustrated in Figure 2.2. Hash functions are used throughout Blockchain implementations to ensure various parts of the system have not been tampered with and to provide additional complexity to items such as addresses, by hashing the public key output of the Elliptic Curve to create an address [44].

![Fig. 2.2 Hash Function Example. Purple circles represent string concatenation and green circles are the hash function [8]](image)

2.1.3 Bitcoin

Bitcoin is a digital cryptocurrency. It uses cryptographic techniques for security, validating transactions and generating and distributing new currency.

It is important to first understand how Bitcoin represents who owns the individual coins. Currency is not listed as the balances of the individual accounts, as one would be used to from the banking model. To calculate the balance of any person’s account one has to trace back all transactions to the introduction of currency to the system as illustrated in figure 2.3 [65]. For example, if Alice wanted to send Bob 1 BTC, one would first have to check all the transactions that flow into Alice’s account minus all the transactions that flow out. For each of the transactions flowing into Alice’s account, it is necessary to check the transactions flowing into the sending accounts, minus those flowing out and so on all the way back to the point at which that currency was introduced into the system.

Once verified, the unspent transaction from Alice to Bob is broadcast to all users in the system at which point a competition is held as to which participant gets to insert it into the Blockchain. The Blockchain is a list of such transactions, grouped into blocks, held by each participant in the network.
Now the immediate question is: can everyone see everyone else’s balance if they trace back the transactions? No. Instead of transfers happening between accounts, they happen between public keys. Public keys are an area of cryptography, where a private key (essentially a password) is encrypted by a non-invertible function yielding a public key. This step is computationally efficient but deriving a private key from a public key is not. This essentially requires guessing all possible passwords and generating public keys from them, something very improbable, even with all the combined computing power in the world [3]. This means users can exchange public keys generated from their private keys freely without giving away their identities. When they wish to make a transfer they digitally sign the transaction with their private key and the network knows it comes from them by checking it against their public key as illustrated in figure 2.4.

The next important step is how exactly the transaction between Alice and Bob is put into the Blockchain. All active nodes in the network contain a complete copy of the Blockchain i.e. the list of all previous transactions. When the transaction between Alice and Bob occurs they broadcast it to the network. Participating nodes, called miners, combine many transactions they have been informed about into a block and run it through a cryptographic function with a random guess until the output is smaller than some number, illustrated in figure 2.5. This takes a large amount of computing power, essentially creating a guessing game. All miners race against each other until there is a victor, who receives all fees associated with the
transactions they put in the block, as well as some newly introduced currency by the system. The amount of newly introduced currency halves every so often, meaning that eventually it will stop and the fees are the sole remuneration for the miners. The block and solution to the guessing game is then broadcast to all other network participants, who can very quickly verify it as correct and then add it to their own Blockchain thus starting the process again [79]. The concept of repeatedly hashing a guess (the nonce) with the block until a victor is found is called the Proof of Work illustrated in figure 2.6.

The difficulty of this guessing game is adjusted based on the computational power of the network in an attempt to keep a steady flow of 1 block being introduced every 10 minutes. If an inconsistent block is broadcast, the network notices when validating it and ignores it, not further broadcasting it to other nodes.

So far we have not discussed the exact process by which a transaction is validated. The inputs and outputs to a transaction all have associated scripts, which are added when the transaction is created. When validating a transaction the scripts associated with the inputs must be run. There are two scripts: a locking and an unlocking one. The locking script is given to any transaction output and must be run in conjunction with an unlocking script when the transaction is used as an input and yields true to validate. If running the two scripts leads to any other value the transaction is deemed as invalid and not included in any blocks [12].

This scripting feature allows for complex forms of transactions to be created e.g. ones that require multiple signatures to transfer funds. However, by design, this language was not made Turing Complete. A system that is Turing Complete means, in theory, that any
Fig. 2.5 Bitcoin Mining Process [9]

Proof of Work

Fig. 2.6 Bitcoin Proof of Work [77]
computational problem can be solved but with no guaranties about time and space complexity [67]. Bitcoin does not want non-terminating scripts because this could crash the network by consuming too many resources, a flaw easily exploitable by hackers.

This is not a full summary of how Bitcoin works but it is enough to illustrate why it is of no use to this project. The limitation in the above-described scripts is why we cannot use Bitcoin itself. We require a richer programming language that is Turing Complete to define the complex update rules of distribution contracts. For this functionality we will examine systems designed to get around the limitations of Bitcoin, commonly called Bitcoin 2.0 applications.

2.2 Smart Contract

2.2.1 Overview

Smart Contracts date back to the 1990s where Nick Szabo, a prominent figure in the Cryptography world, first used the term. The idea is essentially the same as a normal program which uses predicates to represent contractual clauses, but they would control the underlying, real world asset. When certain conditions are met, the contract would automatically execute its clause [22]. The problem back then was the inability for programs to create payments/ transfers of value, however all of this changed with Bitcoin. The following four companies all tried to address the shortcomings of Bitcoin scripts using the idea of Smart Contracts: Ethereum, Counterparty, RootStock and Codius.

2.2.2 Codius

The idea behind Codius is to host smart contracts on many different, centralized service providers and give users the ability to connect to multiple decentralized databases (e.g. the Bitcoin Blockchain) and other APIs [27]. The problem it attempts to solve is that of the oracle. In any decentralized network with scripts checking predicates, the information for the predicate typically needs to come from a central source (e.g. the price of a stock or the current weather in London) [17]. These sources must be trusted by the network, which is counter intuitive as decentralization is a means of minimizing trust.

By adding a layer between the distributed ledger (e.g. Bitcoin) and the client, as shown in figure 2.7, one can combine oracles and decentralized networks, without fundamentally weakening the security of the network. This can be thought of in the same way as the Application Logic Layer, which sits between the database and the User Interface in a typical Application.
Codius was discontinued by Ripple Labs as of July 2015 due to a lack of demand. The creators themselves see it as an optimization, not necessary to build good decentralized systems. [64]. The system was never fully implemented and is now progressing very slowly in an open source manner. It is far too incomplete to be used in this project [41].

### 2.2.3 RootStock

RootStock’s primary objective is to bring Smart Contracts to Sidechains.

Sidechains work by expanding on a mechanism called 2-way pegging. They work on top of the Bitcoin network by sending a certain amount of BTC to a script’s address and receiving that same amount of a different currency, for instance, RootStock’s Rootcoins (RTC). This functions in a very similar manner to the previously-described transaction between public keys, only now, the funds are not controlled by whoever has the private key for the address but rather by certain conditions in the script being met by a transaction. If a transaction were to prove to the script that it had destroyed the previously issued RTC, the original BTC would be released, thus illustrating the two-way behavior. When making the initial transaction to the script, one would publish the proof to the RootStock’s Blockchain, which is how the new currency RTC is issued [19].

By using a side chain, RootStock’s currency benefits from the security of the Bitcoin Blockchain, considered the most secure Blockchain and Protocol at the moment due to the
number of participants in the network. Another benefit is that BTC and RTC are always easily exchangeable in a pegged manner, meaning there is no speculative value to RTC i.e. it has the same value as Bitcoin.

The problem with Sidechains is that, as previously mentioned, after a fixed number of new blocks being introduced to the Blockchain, the newly-introduced currency issued to the successful miner halves and that loss must be made up for in the transaction fees. This may cause large increases in fees. Many miners will need to upgrade their systems to benefit from newer, faster processors to maintain their profit margins. RootStock provides miners the opportunity to merge mine, a method allowing them to mine on the RootStock Blockchain as well at the Bitcoin Blockchain at the same time with no marginal cost. This lets them maintain their profit margins for a few more years at least [58].

The RootStock virtual machine (RVM) will allow the execution of Smart Contracts in parallel across many on the network participants. The results of execution may be inter-contract communication, transactions or mutation of contract’s persistent memory. It is designed to be compatible with the Ethereum virtual machine (EVM) on the OpCode level. This will allow Ethereum contracts to run flawlessly on the RVM using Rootcoin and thereby Bitcoin rather than Ethereum’s currency Ether [66]. Due to the Turing completeness of the RVM it is a natural candidate for this project.

Currently, there is limited information available as to the exact implementation of RootStock but it is still early days considering the white paper has recently been finalized and released. There is no formal launch date available making it unfeasible for use in this project. However, due to the interoperability between the RVM and EVM, if we choose to use Ethereum for this project, it could easily be adapted to use RVM if it is found to perform in a superior manner or if the general population would prefer to deal in the current most prominent digital currency, Bitcoin, rather than Ether.

### 2.2.4 Counterparty

Counterparty was not originally designed to execute Smart Contracts. Unlike the payment network Bitcoin provides, Counterparty provides a full financial platform, allowing complex financial contracts, as found in financial markets. It does so by storing data in the Bitcoin Blockchain every so often in transactions. Counterparty cannot debit Bitcoin and thus requires its own currency XCP, for various financial interactions such as escrow and clearing house operations. The currency XCP was created and given value by burning Bitcoins i.e. sending them to a non-spendable address [29].

Counterparty ported Ethereum’s language Serpent and the Ethereum Virtual Machine (EVM) over to their platform. This allows Smart Contracts to be run on the Counterparty
network of nodes. The system functions rather differently to Ethereum and thus has little interoperability beyond the language Serpent [30].

The problem with Counterparty is they are not looking to make use of Sidechains. They will still have their currency XCP, and will burn Bitcoin to create it. Transactions in their system will always be in XCP or a custom currency, either way not pegged to Bitcoin. A solution would have been to use the Bitcoin asset provided by the platform but regulatory concerns lead to it being discontinued [55].

It seems there is currently a debate in the community whether Sidechains or completely re-engineered Blockchains such as Ethereum are better, without a clear victor. The financial industry is also watching with interest, with UBS stating they are interested in both technologies and only time will tell which works out best [1].

From the project’s perspective, I do not see any value in choosing Counterparty, a platform that has no intention of using Sidechains to ease up on the amount they are bulking up the Bitcoin Blockchain, essentially adding to the problems Bitcoin itself is facing. Counterparty is also not aiming to provide interoperability with other Blockchain implementations, but rather chose to port across the EVM, which already has a new version being designed to counter scalability concerns [21].

2.2.5 Ethereum

The above sections illustrate that the only viable alternative to Ethereum is Counterparty and with the issues raised above, as well as the promising RootStock virtual machine (RVM) being developed, I believe Ethereum to be the obvious choice. It gives this project the ability to adapt to the uncertain future of Blockchain technologies. If Sidechains are found to be the way forward, the RVM can be used, if not then the EVM can continue to be used. The rest of this section will give an in-detail technical description of how Ethereum works.

The idea behind Ethereum was to create a protocol to enable the easy and secure creation of decentralized applications, by giving users the ability to create Smart Contracts with a Turing complete programming language and thereby allowing for arbitrary rules pertaining to ownership and transactions [90].

Ethereum uses the same proof of work concept for mining its blocks as Bitcoin although, unlike Bitcoin, where the state is made up of transactions, the Ethereum state consists of accounts with 20-byte addresses. The transfer of information and value between these accounts constitutes state transitions. There are 2 types of accounts [90]:

1. **Contract Accounts**: These accounts contain code, which runs on the Ethereum Virtual Machine (EVM) and are controlled by their owners.
2. **User Accounts**: These accounts do not have code associated with them and are controlled by their owners.
1. Externally owned accounts: These accounts have associated private keys. Messages are sent from them by creating transactions, signed with the private key. These accounts have no code associated with them.

2. Contract accounts: These accounts can be thought of as autonomous agents residing on the Ethereum Blockchain waiting to be activated by transactions or messages. Once active, they run their associated code which can mutate their persistent state, send further messages to interact with other contracts, transfer value to external accounts or create further contracts.

Each account has the following 4 fields [90]:

- **Nonce**: Ensures transactions are only executed once.
- **Ether Balance**: The accounts Ether Balance. Ether is the crypto-fuel used to pay transaction fees and transfer value between accounts.
- **Contract code**: Blank for externally owned accounts.
- **Storage**: The persistent state of the account, empty by default.

Transactions are just messages sent from externally owned accounts, signed with the associated private key. They contain:

- A signature from the sender;
- An address for the recipient;
- An amount of Ether to be transferred;
- A **STARTGAS** value, determining the maximum complexity of computation allowed for the transaction. Various Op Codes in the Ethereum Virtual Machine (EVM) require different quantities of gas;
- A **GASPRICE** the fee the sender is willing to pay per unit of gas consumed by the computation;
- An optional data field: This is typically data, which will be stored in the contracts persistent storage or can be a mechanism for informing the contract of external information such as the price of a stock or the weather in London.
STARTGAS and GASPRICE exist to prevent denial of service attacks, making all accounts pay proportionally for the resources they consume. A denial of service attack involves flooding a network with traffic, slowing it down to the point that it crashes, leaving users with potentially unprocessed transaction and value being lost in the system [52]. Most operations cost one gas yet writing to storage costs more as that information has to be saved, consuming storage space. Every byte of transaction data costs 5 gas as this consumes network bandwidth [36].

Consider, for example, that Alice sent Bob 1 Ether for a box of chocolate. Bob receives many orders each day and knows to wait 10 minutes before dispatching the product. After 10 minutes Bob sends the product. However, in the meantime, a denial of service attack was launched and the system crashed. When the system is finally rebooted the transaction has not been process and is forever lost, leaving Alice with the money and the chocolate and Bob with nothing.

The gas price fluctuates depending on availability of resources (supply) and the volume of activity on the network (demand) as illustrated in figure 2.8. 1 Ether is 1018 Wei.

Messages are used for inter-contract communication. They are just transactions sent between contracts with the same fields apart from the GASPRICE. This is because the only time a message is generated is when a transaction is sent to a contract. The contract at some point executes a CALL operation to another contract and uses the same GASPRICE specified in the transaction in its message. The STARTGAS of the transaction applies not only to the transaction itself but also all subsequent sub computations i.e. messages between contracts.

The Ethereum state transition function illustrated in figure 2.9, maps from the given state, s, and a transaction, tx, to the updated state, s’. It is defined as [90]:

Fig. 2.8 Etherium Gas Price [38]
1. Validate the transaction: Check if it has all required fields, as described above, validate the signature and check if the nonce matches the senders nonce. Return error if invalid.

2. Subtract Fee: Use the signature to determine the sender, subtract STARTGAS * GASPRICE from their account and increment their nonce. Return an error if the account has insufficient funds.

3. Subtract bandwidth costs: Let GAS = STARTGAS and subtract the number of bytes in the transaction times by 5 (the price per byte).

4. Transfer value: Remove the amount of Ether to be transferred from the senders account and add it to the receiving account. If the receiver is a contract, execute the code until completion or GAS is 0. If the receiving account does not exist, create it.

5. If failure: Failure can occur ether by the GAS not sufficing for the computation or the account not having sufficient funds for the value transfer. In this case revert state changes, except the consumed GAS and give it to the Miners.

6. Allocate Fees: All remaining GAS after completion of the transaction is returned to the sender and the consumed GAS is given to the Miners.
Messages work identically only the hierarchy needs to be taken into account. All sub executions generated by a message are reverted if it runs out of GAS but parent computations are unaffected as long as they do not run out of GAS themselves.

The Ethereum Virtual Machine (EVM) allows the creation of contracts using a low level, stack based byte code language. The execution is much like we are similar for existing computer model, where a program counter is infinitely incremented, and points to the operation to be executed. This process continues until and ERROR, STOP or RETURN operation is encountered.

Data is stored in one of three locations [90]:

1. Stack: The standard last in first out data structure, only ever allowing access to its top element through a POP operation or saving data to the top of it with a PUSH operation.

2. Memory: A sequence of addresses where data can be stored, theoretically infinite, but in practice limited by the capacity of the network.

3. Storage: Persistent key value storage.

Any execution context has access to the transaction or message data and block header data and may return an array of data. The state of the EVM can be summarized nicely by: (blockState (accounts, balances and storage), transaction, message, code, memory, stack, pc, gas) [51]. Any op code thus just mutates this structure.

In order to understand the Ethereum Block chain we first need to cover about Merkle Trees, Patricia Trees and the GHOST protocol.

A Merkle Tree is a type of binary tree. The leaf nodes contain the actual data to be stored. A hash is then generated for leaf and the result of two leaves are again hashed together forming the parent node as illustrated in the figure 2.10. This process is continued until eventually only one hash is remaining, the root, which is then stored in the block header. This ensures that none of the transactions in the tree can be altered without changing the root hash. It also allows miners to run a light client and just validate the block headers with a small section of the tree relevant to them, not the whole thing [6]. Patricia Trees are merely an optimization of Merkle Trees. Using a Patricia Tree does not require repeating all data in each block, but rather allows you to reference nodes in the Patricia tree of a previous block so that one only needs to record the new data and reference the data that did not change, as is illustrated in the next figure.

There are two main problems with Blockchains where security is significantly reduced and when confirmation times decrease, due to stale rates increasing. The first is that it takes a certain amount of time for any newly added block to be broadcast across the entire network.
In that time a different miner may mine another block, which will just be discarded as soon as they find out about the previously-mined block. Thus their computing power will not have contributed to the network's security in any way [73]. The second problem is a centralization issue illustrated nicely in the example taken from the Ethereum white paper: “if miner A is a mining pool with 30% hash power and B has 10% hash power, A will have a risk of producing a stale block 70% of the time ... whereas B will have a risk of producing a stale block 90% of the time. Thus, if the block interval is short enough for the stale rate to be high, A will be substantially more efficient simply by virtue of its size” [21].

The Greedy Heaviest Observed SubTree (GHOST) protocol was designed to counter the first problem mentioned above. The idea is to not only take into account the parent and further ancestors of a block when trying to calculate which chain is the longest, but also the stale descendants of a block’s ancestors [73]. Ethereum calls these stale blocks uncles and they are taken into account when the longest chain of the Proof of Work is calculated and then broadcast to the network as the agreed-upon Blockchain [37].

To address the second issue, Ethereum went beyond the GHOST protocol and decided not to do unlimited GHOST but rather only go back 7 generations when performing the calculations. In addition, stale blocks receive 87.5% of their base rewards with the remaining 12.5% being attributed to its nephew but transaction fees are not given to uncles. This keeps...
the calculations required simpler and having added the additional rewards for stale blocks, keeps the incentive for Miners to mine on the main chain, not any chain associated with an attack on the network [20].

![Ethereum Blockchain diagram](image)

**Fig. 2.11 Ethereum Blockchain showing shared state between blocks. [50]**

Although the Ethereum Blockchain is similar to Bitcoin it does fundamentally represent its state in a different way. The state of the system is shared between blocks as illustrated in figure 2.11. Each block in Ethereum contains a copy of the:

- Most recent state (hashed root of Patricia Tree)
- Transaction list (hash of list)
- Block number
- Mining Difficulty for Proof of Work
- Link to previous block

The block validation algorithm is illustrated in figure 2.12 and summarized below [20]:

1. Check validity of previous block

2. Check time stamps: Current time must be greater than previous time and less than 15 minutes into the future.

4. Validate the proof of work on the block

5. Apply the state transition function: to the first transaction in the transaction list with the current state \( s \), yielding \( s' \). Then apply the function with the second transaction and \( s' \), yielding \( s'' \) and so on until all transaction have been used. If any errors are returned or the GAS runs out return an error.

6. Pay fees: Allow the new state be the final state reached in 5 in addition to the block reward being given to the miner.

7. Validate the Merkle Tree root: check the Merkle tree root and the root provided in the block header are the same, else return invalid.

At first glance one may think this is very inefficient, as the entire state needs to be known in each block. However, the Patricia tree allows referencing the state in a previous block, essentially only requiring each new block to store the changes in state and a pointer to the previously-unchanged state, illustrated in the figure. Also due to the storage of the state in each block and not just the transactions, like Bitcoin, it is not necessary to store the entire Blockchain history. If used in Bitcoin, this could yield savings of 5-20x [20]. Since all nodes running a full client validate blocks, all network participants run the contracts’ code.

Although I have not gone into detail concerning all Ethereum operation codes and gas prices, I believe this gives a good overview on how the platform functions. Contracts can be written in multiple languages, which are then compiled to EVM operations, the most advanced of which is Solidity, a language inspired by JavaScript, which we will use in this project. We will also be using an interactive development environment called Mix and the AlethZero client to deploy contracts to the test net. The Ethereum Mist browser can then be used to test the deployed application.

### 2.2.6 Discussion

We have covered the most prominent Blockchain implementations and weighed their relative strengths and weaknesses, however as this new field progresses and regulation is introduced, any of the current implementations may become unfeasible. Note I have not covered all platforms here, others exist such as Crypti, but they either build on those mentioned here, introduce nothing new from a theoretical perspective or have been abandoned and are left in the hands of the community.
Fig. 2.12 Decision process for each Node in Ethereum Network upon receipt of data. [35]
2.3 Decentralized Storage

It is worth mentioning that none of the current implementations are perfect as they aim to be general. In an ideal world we would create our own Blockchain implementation tailored to the specific needs of this project. To ensure security in such a network, one requires either a large number of random network participants, which takes time to amass, or internally controlled nodes, which need to be maintained. Developing a custom Blockchain is not possible as part of this project because we do not have a large team or significant resources (e.g. Ethereum took around 3 years until they launched their core features and raised $20mil to enable it) [54].

2.3 Decentralized Storage

2.3.1 Overview

This section will summarize the most prominent decentralized storage systems and how they work. The discussion section will evaluate the systems and thereby determine which is best for this project.

Any digital content managed by my system needs to be securely stored. Smart Contract platforms like Ethereum are not aimed at providing large amounts of storage and therefore charge heavily for it. Current centralized or cloud storage systems are perfectly acceptable if one can trust the company hosting them. However, if a central system is hacked all information is available, a problem that does not exist in a decentralized system. Decentralized storage is currently cheaper than alternatives and gives an efficiency gain, as they make use of users’ empty storage space on their devices.

To avoid having to trust any party, having all sensitive information compromised in a single hack and for price and efficiency gains we will be looking for a decentralized system to store the digital content in this project. We will also be looking for the ability to stream from such a system rather than having to fully download the content before viewing it.

2.3.2 Sia

Sia advertises itself at enterprise grade collaborative cloud for data storage. It uses its own currency, SiaCoin, to reward miners for providing Bandwidth and Storage and to charge clients for the use thereof. It uses smart contract to regulate the distribution of data stored across the decentralized system. Users only pay for what they consume offering a much finer granularity of control, unlike traditional cloud systems where one rents a fixed amount, say 20GB per month. Users’ data is secured through industry grade encryption on
their automated peer-to-peer market. Sia is a Sidechain and a variant of the Bitcoin protocol [86].

Sia is still in Beta and is due for release in June 2016. It will have Amazon S3 API compatibility by October 2016 [72]. At this point there is no API that could be used in this project to integrate with Sia. Their only partnership is with Crypti, an application no longer being developed but rather left in the hands of the community, which I find to be a little disconcerting.

2.3.3 Maidsafe

Maidsafe is creating the SAFE (Secure Access for Everyone) Network. Their focus is to make the transfer of data across the internet completely secure for all applications. They do this by offering a peer to peer service where individual users offer their spare storage and bandwidth in return for SafeCoin. This is also the currency for which anyone using the resources in the network pay. The data stored on the network is encrypted before sent to the network and only the encrypting party can ever decrypt it. They use a concept called Proof of Resource illustrated in figure 2.13 to ensure data is being stored correctly and determine how much to compensate the Farmers offering their resources [61].

![Maidsafe's Proof of Resource](image)

Fig. 2.13 Maidsafe’s Proof of Resource. [62]
Maidsafe does not use the Hyper Text Transfer Protocol (HTTP), but rather their own SAFE protocol. Further down the network stack they use the User Datagram Protocol (UDP) with a Connected Reliable UDP eXchange (CRUX) rather than the Transmission Control Protocol (TCP). This means they are able to provide the reliability and congestion control of TCP without having any of the downsides, most importantly avoiding the problem of Network Access Translation (NAT) traversal [63].

Maidsafe is by far the most ambitious system mentioned in this section however they have not yet launched. I had a call with Nick Lambert the Chief Operating Officer at Maidsafe and it seems they still have a long way to go. He was unsure of what the best exchange was to use to trade Safecoin. He also suggested it would be a while before Decentralized Applications (DApps) can be built on their platform and that at this stage streaming video from the network was not possible. In an ideal world I would build this project on their platform but due to their current state of development and how long they have been building the platform and stating they are nearly there, I do not see that as a possibility for at least a year.

2.3.4 Storj

Storj aims to create a decentralized network for storing data. Users contribute their free storage and bandwidth to the network and in return are compensated with StorjCoin. This is the currency which people wishing to use the resources in the network must use. Security of the data is ensured by encrypting data client side before broadcasting it to the network. It started as an open source project and is now a company around a collection of decentralized applications including MetaDisk and DriveShare. They aim to provide a storage facility that cannot be censored, monitored and has no down time. It will be 10 times cheaper than traditional cloud storage systems and much faster too [75].

The system makes use of the Florincoin Blockchain. Florincoin is based on the source code from Bitcoin and Litecoin but they have made various improvements, most notably a 40 second block confirmation time [40]. Storj does have plans to move from this system to one more closely resembling Bitcoin or even Ethereum depending on how the industry develops in the future. Storj uses a Proof of Storage system to ensure all data is still available on the network. This works as follows and is illustrated in figure 2.14 [89]:

1. The client generates random seeds which each deterministically determines a series of seeds that can be added to the file to be stored and then hashed (Storj calls this process the heartbeat).
2. The client splits up the data and generates a Merkle tree, with the data blocks as the leaves inserting the root into the Florincoin Blockchain.

3. The client then sends a farmer the data and the Merkle Tree but not the Seeds.

4. Every so often the client can send the miner one of the root seeds and verify that the farmer responds with the correct hashed value.

![Merkle Tree Diagram](image)

**Fig. 2.14 Storj Proof of Storage: Generating a Merkle Root for Some Data [89]**

Storj is still in beta but they prioritized their API making this a viable platform for this project. I have also found an example of streaming a video from the Storj network which is very promising [84]. It is still early days and their are concerns, mainly that Storj has not yet settled on its underlying architecture, however at this point in time they do provide the functionality we require unlike the alternatives.

### 2.3.5 Inter Planetary File System (IPFS)

IPFS has a slightly different model to the others. It is also a peer-to-peer network however there are no miners/farmers offering their storage space in return for some cryptocurrency [7].

To upload data to IPFS one has to be running a node locally. It is then as simple as pushing to a git repository and it can be mounted as a virtual file system using MUSE. The
hash of the uploaded item becomes the address to access it. Clearly this has advantages as duplicates in the network all have the same hash and so can automatically be served from more peers when someone is trying to access it. If you wish to guarantee the persistence of the file you have to pin it to your local node [7].

When someone attempts to retrieve a file, their node contacts its peers to resolve the hash. Eventually a node containing the file with the hash is found and downloaded by the seeking node. Then both nodes become seeders offering the file to any other peer looking for it.

This model could work well for our purposes. The more people access a certain asset the more copies of it there are around the network and the faster others can access it. The downside is all assets will also have to be stored and pinned on our local node so I see this as a halfway step between centralized private storage, and complete decentralized storage as is offered with Sia, Maidsafe and Storj. Another downside is how we might limit access to the asset as anyone with the hash can access an asset any number of times.

2.3.6 Discussion

Most of these solutions adopt a similar model. They have some coin which is used to compensate users for providing storage and bandwidth to the network and charge users for these resources. The points of difference are the protocols governing how the data is distributed throughout the network and the various integrity checks thereof. IPFS adopt a different model where you host your own files but other can download and host them too. Therefore you do not have to pay to be part of the network.

Since Maidsafe and Sia are still in Beta with very limited features it is by means of exclusion that we will use either Storj or IPFS for this project. However, it should be noted that Maidsafe is an extremely ambitious project worth monitoring for future use.

2.4 Regulatory Concerns

The rise in the value of Bitcoin and the many alternatives that have been created since has lead to a lot of interest in the field from the general public as illustrated in figure 2.15. So far very little regulation has targeted the Blockchain. It is early days and by no means easy for a non technical person to understand how many of these decentralized systems work.

Below are some of the recent developments:

- "In Feb 2016, the European Parliament saw a motion issued by its Committee on Economic and Monetary Affairs (ECON) that summarized the risks and opportunities with virtual currencies and distributed ledger technology (DLT)" [32]. For the week
commencing April 18, the European Parliament is hosting a crash course in an attempt to educate the members on the topic [32].

- On the 26 April the Imperial College Center For Cryptocurrency Research and Engineering is presenting to some Government officials to illustrate the benefits of the Blockchain to the UK Economy.

- There are a few exchanges that are backed by regulation, the most notable of which in the US and UK is Coinbase [81].

- The World Economic Forum’s event in Davos in 2016 featured many talks, in an attempt to educate business leaders on the topic of Decentralized Ledger Technology [70].

There are still many concerns about illegal use of unregulated currencies as in the last years the main uses for cryptocurrencies, have been on platforms such as SilkRoad, a decentralized market place which launched in 2011 and was finally shut down by the FBI in 2013 [4]. The platform enabled the trade of anything without being able to trace the supplier or customer. It thus mainly sold Drugs and Illegal documents but was even used for hiring a hit man.

It seems legislators are currently is the research phase and it will be very important to see the results of this once decentralized systems are better understood. I think one of the main issues that is weighing on legislators minds is: how do we benefit from such systems without enabling criminal activities which are incredibly hard to trace? Only time will tell how this will be solved, however these technologies seem to be too popular a tool to be completely shut down.
2.5 The UK Independent Film Industry

2.5.1 Overview

In this section I introduce the classical distribution process in the UK’s independent film industry. I will then go on to discuss problems currently being faced in the industry relating to security. This section is concluded with an insight into the market from a businesses perspective and finally a brief evaluation.

It is important to first understand what is meant by the independent film industry. An independent film (also called indie film) is a film that is not produced by any major studio. The distribution thereof is also done by entertainment agency with no direct link to any studio. This structure means it is harder to gain investment and exposure, but gives the creators more freedom, generally resulting in more creative and innovative content.

2.5.2 Distribution Process

The process starts when a film is completed. The producer typically secures the services of a sales agent, who takes the films to various film festivals and contacts distributors [15]. Sometimes the filmmakers themselves do this work. If successful the film then has a:

- Theatrical and non-theatrical release: within 6-12 months of completion
- DVD rental release: about 6 months after theatrical release
- Pay television release: another 6 months after video rental release
- Free TV release: up to a year after pay TV release

Many independent films make their sales after theatrical release. The theatrical release establishes the profile and reputation for the film, and is in a way an expensive marketing exercise. This leads to an ambivalent relationship between the distributors and the cinemas. From the distributors point of view they would prefer the cinema to release the film much sooner so that they can take advantage of the buzz around a film. As a result the above-mentioned windows for exploitation are collapsing, particularly for independent films.

Each of these stages is addressed in the distribution agreements. The terms of most deals are standard but there does exist a degree of negotiability:

- Advances: Sales agents or distributors often offer an advance to the producer as well as certain agreed costs, which will be paid back before the producer receives any percentage of sales. These are typically negotiated on a film-by-film basis [15]
• Percentage of Sales: Sales agents typically take 30% of advances and sales revenue. Distributors take about a 50/50 cut for theatrical/non-theatrical releases, 20/80 cut in their favor for video releases and a 30/70 cut in the producers’ favor for TV sales. These splits do not fluctuate very much [15]

The process is clearly costly to the film makers, leaving them with around 20%-30% of sales after all advances and agreed costs have been paid off. This figure decreases further if cinemas take a cut. The flow of payments can get quite complicated and it can be hard for a filmmaker to know exactly how their film is performing at any point in time.

2.5.3 Security

A large concern is the security of the film as it is screened and distributed. Piracy has had a large effect on the film industry and online streaming often leading to lower sales figures if leaked too early [59]. The film industry has responded to successful hacking attempts by canceling many films in production, costing them millions, the most recent of which was the Sony hack [68]. The cost of piracy to the UK creative industry is estimated to be around £500m per year.

2.5.4 Film Industry

The global market for film and video entertainment online is large and is growing quickly. By 2017, Cisco estimate 69% of consumer web traffic will be video [82]. This is illustrated in figure 2.16. Informa tells us that the global online video market will be worth £24bn by 2017 [71]. If we look at the film industry alone, the US International Trade Administration estimates that we will see a decline in the growth of box office sales by 2018 whilst online delivery of films will grow exponentially by some 21.3%. It concludes the number 1 trend in media and entertainment is for new technologies to “reshape the economics, production, distribution and marketing” [53].

Whilst the numbers are huge it is, nevertheless, notoriously difficult for film and video creators to exploit their creations online, particularly small and medium-sized organizations. This is partly due to piracy, but also due to huge marketing costs involved in promoting film and video. Without the upfront investment in marketing of film entertainment, most films are a loss-making business (the average advertising spend for a studio backed film in the UK in 2014 was £1.4m). Such costs are so prohibitive that only the studios can afford them. So despite the predicted market of £24bn, 80% of it will be retained by traditional producers and distributors although they account for just 5% of the content. In film six US major motion picture studios dominate distribution in the UK, accounting for 96% of the market. [53]
2.5 The UK Independent Film Industry

2.5.5 Discussion

The upshot of all this is that the classic value chain, the windowing system for exploitation, is becoming more and more strained. Cinemas are under pressure because of lack of sales (competition from other forms of entertainment) and from further down the system where distributors and VOD services want to exploit films sooner, in the short window in which they are very popular. Also there are new entrants (Netflix, Amazon Prime, Hulu) who are not only distributing film content but also developing their own IP. The recent film, Beast of the Nation, was funded by Netflix, had a limited release in cinemas, doing little more than qualify it for the great cinema awards such as the BAFTAs and Oscars, and, simultaneously, was made available on the Netflix platform. In this particular scenario the distributors were circumvented altogether [57].

The current system is clearly under pressure from both ends of the value chain. This situation is changing the nature of the market. As time goes by fewer and fewer original, independent films are being made.

This has cultural as well as commercial implications, as I previously mentioned, the most creative and awarded content is that of the independent film. Also it should be noted that the emerging, mainstream online distribution alternatives, do not necessarily re-dress the balance. Being on their platforms does not equate to reaching an audience; as a film owner you do not have access to the analytics and are therefore provided with no insight into your market,
as well as having to pay for access to the platform itself. It is the high-end, blockbuster movies and TV that are driving the success of Netflix and alternatives, not independent movie making.

The process depicted here is primarily that of the independent film. The other main process for film creation is that of the Studio. Studios have control of the vertical and so their process is much more integrated (and insulated). They will often create the script, fund the film and distribute it all in in house or with businesses they have formed tight agreements with. It would be much harder to gain traction with this project under that model, hence the choice to initially target independent film.

Film sales, coming from theatrical releases, seem to be staying constant year on year. DVD rental and retail as well as TV are all showing significant decreases in sales, with digital video showing the largest increase of all over the last few years as illustrated in figure 2.17. Essentially it seems apart from in theatrical releases, films are mainly being viewed online through video on demand services. These are the sectors of the market our solution will engage in.

![Fig. 2.17 Gross film Revenue on all Platforms. [16]](image-url)
2.6 Related Projects

2.6.1 Overview

In this section I will discuss the applications in existence or development that are trying to do similar things to some of this project's objectives and point out the overlap in the concepts.

2.6.2 Bittunes

Bittunes aim to create a platform where musicians can connect directly to their fans, utilizing Bitcoin as the underlying currency. They have chosen to exclude all record labels from the platform. They have an android app which rewards distributors of the music content, which suggests they have a peer-to-peer network. The only part of their platform that makes use of Bitcoin is the payments [14]. Their next steps for the platform is "simple rights and transaction history Blockchain" which I take to mean they will be inserting some information on the individual songs into the Bitcoin Blockchain similar to MediaChain [13].

The only idea this project has in common with Bittunes is using a cryptocurrency to compensate individual artists, enabling the efficient transfer of value by cutting out middle men and reducing transaction costs.

2.6.3 FilmFund.io

Filmfund works by allowing film makers to make presales using digital tokens, essentially crowd funding the film [39]. When they reach a certain target, film production begins, without any debt obligations. Once completed, the film is distributed through the Lovegood platform (parent entity). It will already having fans who own TIX, the currency that is equivalent to 1 view of the film and lists the fans name in the credit of the film. This can then be exchanges to watch the film or traded on the exchange [60].

The only similarity between this project and Filmfund is the idea of distributing a film based on a predetermined agreement. Filmfund has static conditions whilst we are trying to create generalized contractual agreements for distribution which are not only dynamic but also hierarchical to express an entire distribution chain and complex relationships between Entities.

2.6.4 UjoMusic

Ujomusic allows music creators to upload their content and list the policies associated, including the revenue split, the lyrics and additional information regarding attribution of the
individual components. It is built on Ethereum, meaning transactions are made in Ether and a permanent records of the transactions are inserted in to the Ethereum Blockchain. The next steps in development for them are: removing the reliance on Ether, allowing users to pay in fiat currencies by assumably converting it to Ether by hitting an API of some exchange [83].

Ujomusic is the most similar to what we are trying to do. Our project will provide the ability to split the revenue generated from a film, however instead of having a simple percentage split we will also provide more complicated options essentially mimicking the ownership structure of companies by having Entities owning each other as well as individuals. It will be interesting to see how they deal with the exchange of fiat currencies to Ether, simplifying the process for users as this is a current concern our partner, the film network, has.

2.6.5 Digital Catapult

I met with Sam Davies at Digital Catapult to discuss their projects. They are working on a system using the Open Digital Rights Language to express contributions by games developers. The system will then split the rights of various parts of a game between the developers. This will be predetermined and I am not sure to what extent they are dealing with revenue flows it at all.

Details are scarce at this point but from what I can tell, our project is more focused on the distribution chain and revenue flows than the project being created at the Digital Catapult.

2.6.6 Mediachain

Mediachain is a meta data protocol which allows user to make statements about creative works, so for example who created them or who has the right to distribute them. These statements are then signed by the user, entered into the Bitcoin Blockchain to time stamp them and the statements themselves are stored on IPFS [56].

It seems that Mediachain have a similar idea to us in that they are trying to aid creative works in a digital environment. They are trying to ensure there is a record of who owns what digital assets along with other information associated with the item. This is a byproduct of our system but by no means the point of it, however we will attempt to get in contact with Mediachain to discuss potential collaboration as this project could work very well as a means of selling the digital asset. Potentially we could record where to buy a digital asset (i.e. a link to our system) in their statements.
2.6.7 Discussion

This section illustrates that there are a lot of companies attempting to solve some aspects of this project in their specific industry. If we are able to create a generalized solution I am confident it could be complementary to many of these companies and have applications in further industries still. It has become clear that there does not currently exist a system in development or production that meets our objectives.
Chapter 3

System Design

3.1 Overview

In this chapter we investigate the various approaches to securely storing and distributing digital assets and managing the associated permissions and payment structures. We analyze each different way of addressing the arising problems by looking at the benefits and limitations, in the context of the background research from section 2, and finally propose our solution with all details.

3.2 Smart Distribution Chain

As we have seen in the background research in section 2.6, current implementations are not looking at enabling distribution permissions for assets but rather on the problem of attribution.

Mediachain is trying to find a way to enable users to register, track and identify digital assets online. Digital Catapult is using general and extensible data reference models to express copyright and other legal aspects of video games. Whilst our solution will enable some of this functionality as a byproduct, it is not our focus. We are trying to address the distribution chain of the assets themselves.

For example, Imagine being able to upload a film, specify that you are happy for others to sell on your behalf for a year as long as you receive 20% of the profits and, if they do not make their sales targets, automatically accept new bids from other distributors for the contract. Perhaps you would even envisage allowing people distributing your film to approach other distributors on your behalf and create agreements, much like a sales agent would in today’s model.
Consider the most disruptive scenario: The world would no longer have big film studios. When a new film is released, people with large social media followings and other small specialist sites would negotiate agreements with you and start distributing the film, allowing them to make money off the audience they can provide you. Then members of the audience you reach may decide to sub-distribute, by negotiating a deal with the social media stars, again a small piece of which the film maker would receive and so an as illustrated in figure 3.1 of viral spreading. This could all happen within a few minutes of releasing a film.

![Viral digital content](image)

**Fig. 3.1 Viral digital content. [33]**

### 3.2.1 Creating Distribution Contracts

This section relates to the distribution contracts themselves. In an ideal scenario we would have some means of specifying the details of any distribution contract for any type of asset. This is a hard problem as it not only requires in depth knowledge of distribution throughout all industries relating to digital assets, but given that knowledge it is difficult to create a system that is general enough to allow all variations without being too complex. There exist frameworks like the Rights Reference Model provided by the Linked Content Coalition or similar open source projects, each of which have their own sets of limitations in expressibility due to generality but and are really quite complex to work with, thus we have focused on the film industry only for now.

Together with The Film Network and BAFTA we were able to come up with a list of contractual terms that can be enforced well and cover most of what film makers look for today. We have also been in contact with Wiggin LLP, a law firm specializing in media, technology and Brands/IP.

The list includes:

- Name: The title of the asset being distributed.
3.2 Smart Distribution Chain

- Owner: The owner of the contract i.e. the entity giving the permission to distribute the asset.

- Distributor: The distributor i.e. the entity receiving the right to distribute the asset. Note: The owner and the Distributor do not have to be individuals, they can be a collection of entities (e.g. a company with shareholders).

- Price: The minimum value the owner of the digital asset is willing to accept for the purchase of one unit.

- Split: The split between the Owner and the Distributor.

- Asset ID: A number which uniquely identifies the asset.

- Contract ID: A number which uniquely identifies the distribution contract.

- Duration: A time period for which the distribution contract is valid once signed. Can be infinite.

- Number of Units: A maximum number of units which may be distributed using the contract. Can be infinite.

- Sub-distribute: A yes or no field which will allow owners of distribution contracts to give other distributors a 'copy' of the same contract.

- Sub-distributors: A list of Contracts IDs corresponding to sub-distribution contracts.

- Parent: The ID of the parent distribution contract if present. Note: We are building a tree structure out of the distribution chain.

- Signatures: A digital signature from the owner and the distributor.

In this context we are mainly interested in contractual terms that can be digitally enforced. The suggestion was to include the option to restrict distribution to a geographical location as well. Looking at the geographical location of the end user requires dealing with complications arising from virtual private network (VPN) usage and applications such as the TOR project.
This being said, The Blockchain provides an immutable record of all transactions meaning that even if the application itself cannot accurately determine the geographical origin of a request, there is a record of the transaction that can be used in legal cases in extreme situations. Because of this we decided to add geographical information which is displayed but not enforced by the Smart Contracting system itself.

There exist no current implementations of any form of distribution chain for regulating access to an asset apart from the trivial case previously mentioned of connecting the creator directly to the customer, and thus we have little to compare it to. We have spoken to the appropriate industry partners in an attempt to enable the current 'offline' ways of approaching distribution and will be keeping an eye on competitors as this field evolves.

### 3.2.2 Coming to an Agreement

Once a contract has been created by an Entity with their initial offer for each of the above mentioned fields it comes down to negotiation. It is rare for an initial offer to be accepted as is, so we will need a means of communication between the Entities. We have multiple options:

1. **Take it or leave it:** the asset owner could specify a standard distribution contract and multiple distributors could choose to accept it or not.

2. **Individual Negotiation:** The owner and an individual distributor could keep editing their contract until they come to an agreement or fail to reach a deal.

3. **Auction:** The owner could allow distributors to put in bids finally selecting one or many.

The first case is clearly the simplest (figure 3.3), however it does not accurately reflect how any asset is distributed. The owner is looking to sell as many units of the asset as possible and is willing to e.g. cut the price if a distributor can guarantee a lot of sales.

The second case is the one we have chosen for the film industry (figure 3.4). We have been advised that this is currently how independent films are distributed. Film makers or sales agents meet distributors at film festivals and negotiate deals with them on an individual basis. This gives sufficient flexibility for the distributors based on uncertainty about each individual film’s appeal with its target audience. This also allowed the film maker to ensure they have a fair agreement based on the distributors track record with similar films.

The final option is the most complex (figure 3.5). It requires structuring the auction in a way that maximizes the owner’s revenue. This format is better for more sought after assets.
3.2 Smart Distribution Chain

Fig. 3.3 Take it or leave it model. [85] [25] [45]

Fig. 3.4 Individual Negotiation Model. [85] [25] [45]
3.2.3 Signing Contracts

Once entities are happy with a contract they need to sign it. Again we can consider multiple options:

1. Send an image of their actual signature.

2. Create a user account and click a check box agreeing with the contract.

3. Use digital signatures based on cryptographic principals.

The first option is the most intuitive and simple when it comes to signing a contract. A user would sign on a piece of paper, take a picture of it and then send the picture. This provides little security. How do we know what the signature should look like, it could have come from anyone. We then have to store the images which requires a lot more than the other options and every time the distributor wants to prove who they are they need to send a picture again. If they send two different pictures of the same signature this will need to be verified either by a human or using complicated algorithms from machine vision.

The second option is what is most prevalent in today’s web applications. Entities create accounts and then engage in all functionality through the account. Terms and conditions have to be agreed to upon creation of an account which outline the details of the service.
Whilst this would provide all functionality we require, it presupposes a central entity storing user accounts and providing conflict resolution. Essentially it requires Entities to trust some central service to maintain their data and provide the service. Since we are trying to enable the transfer of digital assets without a trusted middle man, we chose against this approach.

The final option is the most complex but based on the background research on Smart Contracts in section 2.2 seems to be the best. Each user has a self generated address from their password and can then provide mathematical signatures proving they know the password to the address without disclosing the password. Bitcoin and Ethereum both make use of Elliptic Curve Digital Signature Algorithms described in section 2.1.2. We will be using these signatures because as previously mentioned they provide sufficient security until computing power significantly increases at which point we can switch to Lamport Signatures or similar. There are other alternatives, provided by e.g. RSA, however none with the same efficiency in representation and calculation as the elliptic curve solution.

3.2.4 Management

So far we have discussed how we may create, negotiate and sign digital contracts. We now move on to what needs to be enforced and how we will achieve it.

![Image](https://via.placeholder.com/150)

Fig. 3.6 Distribution Chain created using our definition in 3.2.1. [85] [25] [31]

The figure 3.6 illustrates an example distribution chain that could be created. This recursive structure allows complex relationships to arise between distributors and asset owners, giving users great flexibility in how they wish to distribute their asset. It becomes
clear when comparing with figure 3.1, that we are creating a new mechanism which gives
users a greater incentive to spread digital content, allowing asset owners to reach a wider
audience and generate higher profits than would otherwise have been possible.

Figure 3.7 illustrates what happens Whenever a user makes a purchase of one unit of
the asset from a distribution smart contract. The cycle terminates when the root contract is
reached, i.e. the distribution contract held by the owner of the asset. For each successful
cycle money is split between the owning entity of the distribution contract and the parent
contract.

Fig. 3.7 Smart Contract Checks and Payment Flows.
3.3 Hierarchical Entities

As we have seen in the background research in section 2.6, current implementations are not looking at complex organizational structure for entities owning assets and associated payment flows.

Ujo, Bittunes and FilmFund all address this in so far as they allow the end user to purchase directly from the creator of the asset in a cryptocurrency and split the payment between a few owners at a predetermined fixed rate. We are looking to fill in all steps in between. With our model, distribution can spread naturally and virally, with all payments handled transparently and securely. This will be achieved by modeling the Entities in a hierarchical structure observable in today’s companies.

The two problems we face here are the following:

1. How do payments reach all Entities? Do we have to keep track of every person that is owed some small amount?

2. How does a decision get made fairly for a company? Do owners decide? Do parent companies have a say in the decision?

The next subsections attempt to answer these questions.

3.3.1 Structure

Each entity needs to keep track of the following:

- A list of ‘owners’ (these can either be individuals or other entities).

- A mapping from owners to percentage owned. This will change every time there is a change in owners.

- The balance of money in the entity.

- A list of all assets owned and shared with the network.

- A list of all distribution contracts engaged in.

- A list of proposals outlining decisions the entity needs to make with the corresponding votes.

This structure is very beneficial from a users’ perspective as they have complete control over their data. If they choose to close the entity, all associated actions and data are no longer
available to the other contracts. This is useful for incoming European legislation, mandating technology companies give users fine grained control over their data as described in the background section 2.4.

It is also worth mentioning that the Entity does not have to represent different owners. It could represent one owner with multiple addresses which has benefits on security and privacy. The owner can have multiple address which change over time allowing them to keep switching private keys as is good practice with any Smart Contract system as described in section 2.2 of the Background research. All funds then flow to different accounts making it harder for observers of the network to establish who the true owner of the addresses and entities are.

It is clear for the fields of and entity that it implicitly builds a hierarchical structure between individuals and entities as illustrated in figure 3.8.

![Diagram of entities chain](image)

**Fig. 3.8 Entities chain created using our definition in 3.3.1. [85] [25] [46]**

This design allows efficient propagation of payments. Every time some user purchases some asset it eventually reaches at least one Entity as was show in section 3.2.4. Then once the payment reaches the ’root’ Entity, it can be efficiently split based on ownership percentage to individuals and other Entities, which can then repeat the process until everyone has been paid.

It should be noted at this point that we will avoid cyclical dependencies i.e. where node A is node B’s child and parent. This will result in infinite propagation of funds until an arithmetic underflow and is thus not stable.
3.3.2 Decentralized Decision Making

The next question is how to come to decisions between each owner of an entity e.g. deciding which distribution contacts to sign. We have multiple options:

1. Any owner of an Entity, no matter how small the ownership percentage, can make a decision on behalf of the Entity.

2. Every owner can receive a equal vote, and every decision is thus done democratically, by taking the action the majority voted for.

3. Every owner can receive a weighted vote, based on the percentage owned and then the action receiving at least 50% is taken.

The fist case is clearly the simplest. It can be efficiently used when there are a small number of individuals associated with the entity. For Example consider a start up with 2 or 3 founders. It would not be unreasonable to assume that each founder would be entitled to make a decision on behalf of the company. The problem with individuals making decisions is that the other members may not know about them, which may lead to them to make conflicting decisions based on imperfect information. This could be extremely detrimental, making this option undesirable.

The second two options are both democratic and thus share the same advantages of being transparent and fair. The problem with every individual having the same voting rights is that this does not incentivize the listing multiple accounts for one user with a certain share. It also does not accurately represent how commerce functions in any industry and thus option 3 dominates option 2 for our intent and purposes.

It is important to note for the second two options that the voting must occur without a central trusted party. The behavior can be modeled nicely with Ethereum as described in section 2.2.5. An individual can make a proposition and a deadline, then each of the others involved in the entity can digitally sign it using the Elliptic Curve Digital Signature Algorithm outlined in section 2.1.2 along with their position. Once the deadline has passed, the action the Entity decided on as a collective will be taken.

At this stage we felt it to be beyond the scope of the project to also allow individuals to transfer their voting rights to others withing the Entity or possibly even externally. We are also only creating one type of owner i.e. only one share class. In future we will consider different share types, some with voting rights and others with preferential dividend payouts.
3.4 Secure Storage of Digital Assets

It became evident in the Background section 2.2.5 that all information on Ethereum is publicly visible as all transactions are part of the Blockchain, this includes contract state. This means we will not be able to save any sensitive data that is not encrypted and even if it is encrypted the keys will have to be stored elsewhere. Also, the Ethereum network is not designed for storing large amounts of data since all op codes using persistent storage are expensive.

So the question becomes how to securely store users’ digital assets. Given the research in section 2.3 we believe we have the following options:

1. Central storage on a private cloud based server controlled by us.
2. Storage on a Peer-to-Peer network controlled by no central party.

3.4.1 Centralized

The first option we have is to use the standard client server model as illustrated in figure 3.9. However this has the following problems due to the central server:

- If the server is successfully hacked, all assets are compromised.
- If the server is spammed by many requests, like in a denial of service attack, it crashes and our users are left without access to the assets until rebooted.
3.4 Secure Storage of Digital Assets

- Servers hosted in the cloud can scale efficiently, however the pricing is typically done in tiers. These tiers vary in pricing based on a maximum allowed bandwidth and storage usage amongst other factors. This means that if you do not fully utilize what you have paid for in a month, you just lose it which seems inefficient.

All three of these problems can be avoided using decentralized storage platforms.

3.4.2 Decentralized

As discussed in the Background research section 2.3.6 we have a choice between IPFS and Storj at the time of writing as the alternatives are not far along enough for our requirements. For our purposes there is little difference between Storj and IPFS beyond the fact that Storj costs to use and IPFS does not directly. This is because Storj sends pieces of an uploaded file throughout the network as illustrated in figure 3.10 to be stored on other users’ computers, the uploader does not need any local storage. IPFS stores the file on your local node and then gradually other users in the network become seeders as they access the data in the traditional peer to peer model illustrated in figure 3.11. Due to the cost difference we will use IPFS in this project.

Our assets are still not secure though. If we were to store the private key given by Storj or the hash given by IPFS in Ethereum, these would be publicly visible on the Blockchain and therefore accessible by anyone. A simple workaround is to store the encrypted data on these platforms but then we cannot store the keys in Ethereum so how would a validated user gain access to the asset? Another problem to consider is even if a validated user was allowed to access an asset once they may not be in future so the key they receive needs to be a one off.

![Fig. 3.10 File on Storj split between many computers. [76]](image)
We only really have one viable option at this point which is to have a central server store the keys and handle the encrypting and uploading to IPFS as well as fetching, decrypting and streaming the content to a validated user.

There is an ambitious project at the Massachusetts Institute of Technology called Enigma which uses Secure Multiparty Computation and Secret Sharing Schemes in an attempt to solve this problem, however an application does not yet exist and is thus not an option for this project [91].

3.5 Putting it all together

Figure 3.12 illustrates the Smart Contract system we will be creating on Ethereum. There will also be a private server controlled by us, which will be used to encrypt and store the keys for the assets upon upload, save the file on IPFS and retrieve, decrypt and stream the film to users, validated by the system on Ethereum. Further details are available in the Implementation chapter.
Fig. 3.12 Unified Modeling Language Diagram of System.
Chapter 4

The Value Chain

4.1 Overview

In this chapter, The Value Chain is introduced. We depict the front-end of the web application and discuss how it works from the user perspective for three main types of users identified for this product:

- **The Film Maker**: this user is the most important, at least in the initial usage growth phase of the website, since he is responsible for populating the application with assets, thereby attracting the other two user types. His objective in using the website is to open a new distribution channel for his films, namely micro-distribution via e.g. social media influencers enabled by Blockchain technology.

- **The Film Distributor**: this type of user is necessary for generating large amount of sales of the film. In the early stages of production, the film distributor finds the website via referral: either from the film maker, or by another film distributor. The film distributors objective in using the application is to generate revenue by entering into permission contracts with film makers or other distributors and sharing her permissions’ corresponding view pages with consumers to generate views and hence revenue for all involved parties.

- **The Film Consumer**: this type of user is essential, but has limited interaction with the web application. The consumer’s objective in using the application is to watch a film: he finds the watch link via promotion by one of its distributors. He proceeds to buy views of the film with his Ethereum account, thereby generating revenue for the distributors and film maker. He can then "spend" these views by streaming the video in the browser.
Ultimately, a user can and will most likely be a mixture of any of these three types, but the front end was designed in such a way to enable the simplest journey for each of these three different objectives.

Screen shots of the different pages will mainly be depicted in this chapter, but the mock-ups designed in Sketch for each page are shown in the Appendix.

### 4.2 The Film Maker

The most comprehensive use of the website corresponds to the film maker case, since access to the asset itself and its related permissions are mainly controlled by him. A diagram of this user journey is demonstrated in figure 4.1.

![Diagram of the film maker's journey through the web application.](image)

**Fig. 4.1 The film maker’s journey through the web application.**

The film maker enters the website via the landing page, depicted in 4.2. Assuming he is using the Mist browser, we pull his current Ethereum account and display it in the navigation bar. It should be noted that this is the only type of user entering the website through the landing page, and hence the content is tailored to him (e.g. the heading states "reach a wider audience for your film". The rationale for this decision is that he is the most important user type: without the film makers, distributors and viewers will not need to access the website, so
it is important to primarily seek their traffic. The term "Blockchain technology" is mentioned a few times, most notably in the page header, to capitalize upon the media attention.

From here, the user clicks "start now" and is directed to the registry or dashboard page, a screen shot of which is demonstrated in figure 4.3. Here, the film maker can set any of his Ethereum accounts as active, view the entities each of his accounts owns, and create a new entity from that account. After an initial round of user feedback, we decided to put an explanation of what an entity is and why it is necessary in the "new entity" form modal because our sample of film makers had trouble understanding its purpose.

A user can find more information about an entity by clicking on the thumbnail, leading to the view entity page as depicted in figure 4.4. Since other entities (owned by one account) can be owners of a given entity, one can see an interactive pie chart of the ownership breakdown. Users can also see a list of assets owned by the entity, and a list of permissions. As can be seen in the Appendix, the original mock-up called used the term "permission" rather than "distribution contract". However, initial user feedback, claimed that the term "permission" is unclear, and hence it was replaced. From here, if a film maker's entity owns a portion of the one he is browsing, he has the option of "distributing funds" - e.g. splitting the balance of the entity, displayed in the header, to its owners.

From here, as explained in figure 4.1, the user can create a new asset and view an asset, the latter of which is illustrated in figure 4.5. From this page, a user can visit the watch page corresponding to the permission at the root of the distribution tree. Although the functionality is outside the scope of this project, there is also a button to an "analytics" section for the asset, which will in the future consist of data regarding the distributors of the asset: for example, how many views each of them sold or what portion of their revenue was generated by their sub-distributors rather than their own direct sales. It will also allow the film maker to track the performance of their film over time: their earnings over time, views over time, and if possible a breakdown of viewer demographics.

On this page, the film maker can see a real-time, interactive distribution tree for his asset. Each link between nodes represents a permission - the child node is the entity owning the permission, and the parent node is the parent owner of the permission. Upon hovering over the node links, one can see information about the permission: its address, which can be looked up in the Blockchain (see figure 4.6), its balance in ETH, and the proportion of funds that go to both the parent and child entities. If another user buys a view under one of the permissions of the asset, the tree updates in real time: the entity balances change as the revenue from the view trickles up the tree.

If the user clicks on the Value Chain logo in the navbar, he is redirected back to the registry/dashboard page depicted above in figure 4.3. Although the film maker has access
Reach a wider audience for your film with blockchain technology.

Allow anyone from a YouTube star to your local bar owner to easily distribute your film with maximum security. Design a distribution contract, agree on a revenue split per viewer sold, and let the power of the blockchain handle everything.

Fig. 4.2 Value Chain’s home page.
Fig. 4.3 A screen shot of ValueChain’s dashboard page.
Fig. 4.4 A screen shot of the view entity page.
4.2 The Film Maker

Fig. 4.5 A screen shot of the view asset page.

Fig. 4.6 An example of a permission contract being mined and placed into the Blockchain.
to other pages, such as a permission view page (depicted in the subsections below), these are not an important part of his user journey since his primary concern is his entities and corresponding assets and their performances.

4.3 The Film Distributor

Next, we will discuss the user journey of a film distributor, a diagram of which is illustrated in figure 4.7.

![Fig. 4.7 A diagram of the user journey of a film distributor.](image)

A first time film distributor user does not enter the website via the landing page and dashboard/registry because she cannot gain access to an asset or permission unless she already has an entity that owns these. Hence, her entrance to the website is the watch page, demonstrated in figure 4.8. She could receive this link by either a distributor that has offered her a sub-distribution opportunity (outside the realm of this application), or by the film maker asking her to distribute his film.

The user can then press the button "sub-distribute", which scrolls to the screen shown in figure 5.4. If one looks at the original design of this page in the Appendix, the original button was called "sub-permission", and there was no information about how the sub-distribution works. However, after user feedback we realized the distribution concept was novel and often misunderstood, so users requested more information to be displayed.

After reading this information and considering the film, if the user is interested in sub-permissioning, she can click "start negotiating", which currently only allows her to choose an entity to sub-permission from and redirects her to an inactive permission page for the default distribution contract of a revenue split 25%/75% in the parent distributor's favor, depicted in figure 4.10.

Future work will include re-directing her to a forum-like page, where her and the parent distributor can discuss the terms of the contract and come to an agreement. Once this happens, she will be re-directed to the inactive permission page with the terms they agreed upon.
While exploring the uncharted wilderness in 1823, frontiersman Hugh Glass (Leonardo DiCaprio) sustains life-threatening injuries from a brutal bear attack. When a member (Tom Hardy) of his hunting team kills his young son (Forrest Goodluck) and leaves him for dead, Glass must utilize his survival skills to find a way back to civilization. Grief-stricken and fueled by vengeance, the legendary fur trapper treks through the snowy terrain to track down the man who betrayed him.

Fig. 4.8 A screen shot of the watch page.
Build and negotiate a distribution contract with your parent distributor to determine the revenue split per view you sell.

Sign the contract with your cryptographically secure digital signature. You will then receive a link to a page like this.

Customise your page and distribute your link to everyone! If someone buys a film view through your page you earn money.

Your parent distributor is Regency Enterprises. Their initial proposal is a 25%: 75% in their favour.

Interested?

Start Negotiating!

Fig. 4.9 A screen shot of the distribution section of the watch page.
Fig. 4.10 A screen shot of the inactive default permission page.
Now, both the film distributor user and the parent distributor entity need to click "sign now", which simply opens a modal where the user selects which entity to sign from. This makes the permission "active" and redirects the user to the active permission page illustrated in figure 4.11.

It should be noted that one can click on "watch" to be re-directed to the permission’s watch page, but no purchasing, streaming or sub-permissioning can occur until the permission becomes active.

This page shows the terms of the permission contract along with data regarding the performance of the permission itself: its total earnings, along with the portions generated from direct sales (e.g. consumer purchased views from its own watch page) and sub-permission sales (e.g. views purchased from sub-permission watch pages). It also shows an interactive doughnut chart of the top sub-distributors and each of their contributions to this permission’s revenue.

To distribute the film, the user must link the Watch page to potential customers and encourage them to buy views from it. Furthermore, once the distributor has created an entity and signed permission contracts, she now has a reason to visit the registry/dashboard page to manage her contracts and payment flows.
4.4 The Film Consumer

Lastly, we explain the user journey as a film consumer, as demonstrated in figure 4.12. This user almost exclusively interacts with the application from the Watch page (figure 4.8, as shown in the diagram. This is because he has no reason to create an entity or view asset and permission pages, since he can use his Ethereum account to buy and consume film views.

![Diagram of user journey](image)

**Fig. 4.12** A diagram showing the user journey of a film consumer.

Here, the user can purchase views of the movie, or stream the film, which produces a modal containing a high quality version as depicted in figure 5.16.

The film viewer could of course decide to sub-distribute the film as well, in which case his user journey becomes analogous to that described above in section 4.3. As stated previously, these user types are not mutually exclusive; a film consumer can also be a distributor, and a film maker can both watch and distribute other films on the Value Chain.

For future work, after the initial phase where accumulating film makers is the primary objective to grow the user-base of the site, the landing page will be re-worked to explain the incentives of using the Value Chain from a distributor and even film-maker’s point of view. Furthermore, an "explore" section, which lists all of the films on the website allowing consumers to browse and buy views for any of them will be added to incentivize larger amounts of purchasing.
Fig. 4.13 A screen shot of the video streaming modal.
Chapter 5

Implementation

5.1 Overview

In this chapter we present the implementation details of our system. We will cover the overall system architecture, the core Smart Contract system, the private server processing assets and the front end application. We discuss the communication between each of the components and draw attention to some of the interesting problems faced during development.

5.1.1 Architecture

The value chain application is composed of three distinct sections: the Smart Contracts providing the core functionality for payments and permissions management, a private server handling sensitive information and the front end decentralized application allowing users to access the service, all of which is illustrated in figure 5.1.

A user, in this case Alice, connects to either a local IPFS node or one of the publicly available ones through the internet which in turn contacts the IPFS node with the front end files Alice is looking for. These in turn handle all communication with a local Ethereum node and the server.

As described in the Background section 2.2.5, the local Ethereum node contains a complete copy of the Ethereum Blockchain and a complete copy of the logs, where events are stored. It is connected to a variable number of peers over the internet. Our Entity, Permission, Assets and Registry (mapping from Ethereum Accounts to Entities) contracts are deployed to the Ethereum network and accessible using the web3 API to communicate with any local node using RPC calls. These calls are all handled on Alice’s behalf by the front end files.
If Alice were to purchase one unit of an asset, the associated distribution contract (i.e. a specific Permission) fires an event which has its hash recorded in the transaction which is stored on the Blockchain, and the event is stored in the Ethereum event log.

The private server handles only functionality and information that cannot be made public without compromising the security of the system. All data is stored encrypted in a PostgreSQL database. The server also runs a local Ethereum node and listens for events granting users access to Assets and saves them to the database.

If Alice were to:

• request to view/stream the asset, an AJAX request is made to the private server and if Alice’s digital signature checks out, the content is fetched from IPFS, decrypted and sent to Alice. The validation process involves checking the events in the database relating to Alice and the specific asset.

• upload a new Asset to our system, it would be sent to the private server using AJAX over HTTPS to ensure no one can intercept the data whilst being transmitted between the two endpoints. The server encrypts the asset and saves it to a local IPFS node. The keys are encrypted and stored in the database.

The following sections go into detail for each of the three main components of the application.

It should also be noted that we used the Git version control system. Version control is clearly essential to the development of any software application and because of the benefits Github offers to students with respect to private accounts, it was our clear choice. Imperial College’s Department of Computing encourages students to use Git as they provide their own equivalent of Github, so I suppose my choice is based on familiarity rather than having analyzed alternatives in detail.

5.2 Smart Contracts

5.2.1 Infrastructure

As discussed in section 2.2 of the Background research we decided to use Ethereum as our Smart Contract platform, primarily because it has the second largest developer community in this field (second to Bitcoin) and the RootStock system being developed will allow hosting contracts written in Solidity to run on a Bitcoin side chain rather than the Ethereum Virtual Machine should this be beneficial in the future. Another benefit is that the project is completely open source enabling us to understand fine details in its implementation.
Fig. 5.1 Running all Smart Contract Tests. [48] [49]
Ethereum has a large developer community and provides many resources to aid quick creation of smart contracts. There are 3 official implementations of the client: one in C++, one in Go and one in Python. From a users perspective each provides the same functionality which is allowing RPCs over localhost:8545 by default through use of the web3 API. Each of these has a corresponding command line tool that can be used to access the Ethereum network, create accounts and contracts and interact with them.

Contracts can be written in two different languages:

- **Solidity**: Inspired by JavaScript, compiled to EVM op codes. We chose to use this language as Ethereum is currently focusing on it as its flagship language. Therefore the documentation is much more extensive, the inter-operability with the web3 API is better and the compile is more advanced, especially with respect to optimization.

- **Serpent**: Inspired by Python, compiled to EVM op codes.

We made use of the two user interfaced provided to ease the process of development:

- **Mist**: Decentralized application browser complete with Ethereum wallet. This browser allows users to use any application which makes use of the web3 API.

- **Mix**: Interactive development environment for smart contracts which simulates the Blockchain in memory for efficient local testing and can deploy completed applications to the Ethereum network. It also provides functionality to export the JavaScript required to create a contract through the web3 API along with the compiled binaries.

![Mist and Mix IDE logos](image)

**Fig. 5.2** Ethereum’s Mist Browser and Mix IDE logos.

We set up a script that uses the command line compiler **SOLC** to compile the contracts and amend the JavaScript files in charge of creating them through the web3 API to speed up development for small changes to the contracts.
5.2 Smart Contracts

5.2.2 Contracts on Ethereum

Given the design of the Ethereum Virtual Machine and its Blockchain based operating model, implementing the Smart Contracts proved to be more difficult than initially anticipated. The contracts themselves are relatively easy to write and can be thought of much like objects in object orientated programming.

Creating a contract is done by using the web3 API and passing it the parameters for the constructor, the compiled code of the contract and enough gas to create it. This generated a transaction inserted into the Blockchain.

There are two operating modes for calling a method on a contract:

1. It can be run as a transaction, requiring gas and potentially some Ether to be sent along with the call. Any methods on a contract that mutate the storage (i.e. the persistent state) must compensate the network for the consumed space and computation so gas must be sent with it. The transaction becomes a part of the Blockchain and any changes are reflected throughout the network. When calling such a method through web3 we get the transaction hash returned even if the method should return some value as it has to be mined first. This introduces an average of 15 second delay (i.e. delay equivalent to average block confirmation time).

2. For means of efficiency, calls can also just be run locally. Methods that are just executing some calculations in memory and reading data do not effect other network participants. The return values of these functional are available immediately.

Because of these two different options I have taken great care to split code that mutates state from code that does not. This way a lot of the functionality of the contracts is accessible instantly and greatly reduces the cost associated with the system.

Also worth noting are some aspects to Ethereum we found unintuitive:

- When adding getters for fields that were declared as dynamic arrays we were expecting some difficulties as Ethereum needs to know the size of an array before returning it. The strange observation we made is that return an array of contracts (which under the hood is just an array of addresses) worked, however returning an array of addresses would only give the head of the array. In the end we managed to avoid any difficulties arising because of this by amending the design slightly.

- When methods are invoked on Ethereum contracts, the method has access to msg.sender and msg.origin. The origin is defined as the user that sent the original transactions. The sender is defined as the address of the contract or user invoking the method. However
if method on a contract invokes another method on that contract, we expected the other method to have the contract address itself as the sender. This is not the case though as the sender was still equal to the user. Again some slight adjustments to the design of the system allowed us to avoid this.

5.2.3 Entity

In section 2.4 we noted that incoming legislation in the EU mandates technology companies give users greater control of their data. In our system we give users full control over their contracts. All user information is saved in an Entity which can be destroyed only by the user. illustrated in figure 5.3.

```solidity
function kill() {
    if (ownersPercent[msg.sender] != 0) {
        distributeFunds();
        suicide(owner);
    }
    else
        throw;
}
```

Fig. 5.3 Entity contract kill method implementation.

```solidity
function distributeFunds() {
    if (ownersPercent[msg.sender] == 0)
        throw;
    else {
        uint bal = this.balance;

        for (uint i = 0; i < owners.length; i++) {
            uint share = (bal * ownersPercent[owners[i]]) / 100;
            owners[i].send(share);
        }
    }
}
```

Fig. 5.4 Entity contract distributeFunds method implementation.

This code fragment shows that only if the user invoking the method has an ownership percentage in the Entity, funds are distributed between the owners and the contract is closed sending any remaining balance to the caller as illustrated in figure 5.4. Funds are
merely distributed based on ownership percentage but in future we will add more complex functionality like precedence and periodic dividend payments. Important to note here is that owners is a list of addresses. These can be individual user addresses or addresses of other Entity contracts. This is how we enable very simple creation of and payment propagation between a hierarchy of Entities. We did not have sufficient time to implement decentralized decision making and thus any owner of an Entity can make decisions on behalf of all owners. More details are available in the evaluation chapter.

Thanks to the immutable Blockchain, even once a contract is deleted there is still a historical record of it so that our application does not end up with an inconsistent state when referencing a closed contract.

Since we would not like to force users to keep track of the addresses of all Entities they belong to we also created a Registry contract which does no more than provide a mapping from user account to associated Entities. The Registry will only ever have to be deployed once.

5.2.4 Asset and Permission

The Asset contract is simple, merely acting as a placeholder for all information relating to an asset such as the owner, the name and the price. It also keeps track of a permission. This permission can be considered as the root of the distribution chain. Therefore the asset must validate that any permission saved in this field references the asset itself, and lists the owner of the asset as both the owner and distributor of the contract as shown in figure 5.5.

Setting the permission in an asset requires validating it and then adding it to the list of permissions of the associated owning Entity as illustrated in figure 5.6. This also shows how seamlessly one contract may call methods on another.

```
function validate(Permission p) constant private returns (bool b) {
    b = p.asset() == this &&
    p.parentOwner() == owner &&
    p.owner() == owner;
}
```

Fig. 5.5 Asset contract validate method implementation.

The Permission contract represents one distribution contract, i.e. one link in the distribution chain. When a user wishes to purchase an asset we must first check if the contract has been signed, and that sufficient funds have been attached to the transaction to buy one unit of the asset. If this check finds a problem the funds are returned and the contract throws an
error. If it does succeed, we fire a Access event, specifying the sender of the message and the asset which is later picked up by the private server. We also distribute the funds between the parent permission and the owning entity and recursively do so all the way up the tree until we reach the root permission. The root permission then transfers all funds to its owning entity, the owner of the asset. Figure 5.7 shows our implementation in solidity for this process.

Due to the cryptographic primitives Ethereum uses as detailed in section 2.2.5 signing of the contracts is trivial. Any method invoked on a contract by a user, requires the user to submit a signature, generated using ECDSA. If the signature is not valid, the code is never executed so all we need to do in the method itself is insert a mapping from address to Boolean indicating which addresses have called the method. If both the owner and distributor have done so, the state of the contract is set to active as illustrated in figure 5.8. The method is declared constant as it does not mutate any state and can therefore be run in memory on any node without creating a transaction.

5.2.5 Testing

There are two main testing frameworks used for testing Smart Contracts. They are both aimed at creating DApps with asset pipelines and simplified contract development. They provide much more functionality than I require and use the following test frameworks at their core:

- Embark uses jasmine.
- Truffle uses Mocha/Chai.

For my purposes using a node package called testrpc which simulates Ethereum in memory combined with the testing framework jasmine was sufficient to unit test the Smart Contracts as is illustrated by one of the tests in figure 5.9. I chose Jasmine because it is used by Embark, the most successful development environment for Ethereum to date.
5.2 Smart Contracts

function purchaseAsset() {
    uint price = asset.price();
    if (active && msg.value >= price) {
        distributeFunds(price);
        Access(msg.sender, asset);
    } else {
        msg.sender.send(msg.balance);
        throw;
    }
}

function distributeFunds(uint funds) {
    if (this.balance >= funds) {
        value += funds;
        if (asset == parent)
            owner.send(funds);
        else {
            uint parentSplit = ((100 - split) * funds) / 100;
            uint ownerSplit = funds - parentSplit;
            owner.send(ownerSplit);
            parent.send(parentSplit);
            Permission(parent).distributeFunds(parentSplit);
        }
    } else throw;
}

Fig. 5.7 Permission contract purchaseAsset and distributeFunds methods implementation.

function sign() {
    signatures[msg.sender] = true;
    if (signatures[parentOwner] && signatures[owner])
        active = true;
}

Fig. 5.8 Permission contract sign method implementation.
5.3 Decentralized Application (DApp)

5.3.1 Infrastructure

Ethereum suggest users create their Decentralized Applications using the Meteor framework which is what we decided to do as this allows seamless deployment to the Ethereum DApp Store.

Meteor is used to create web applications is JavaScript (specifically we are using some of the new features from ES6). It is a framework that attempts to allow users to focus on implementing the application rather than dealing with the configuration and communication between the individual parts. It is completely reactive and works with HTML. It has an adapted version of Handlebars call Spacebars, allowing users to add some functionality to HTML. For example: variables set from JavaScript or looping over a collection adding a div for each item. All styling and formatting is done using Cascading Style Sheets.

Meteor has a very active development community and allows inclusion of libraries simply through a package manager called Atmosphere. We made use of the following packages:

- `chart/chart`: Used to create the pie charts visible on the permission page and the entity page.
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- d3js:d3: Used to create the tree structure illustrating the distribution chain on the assets page.

- ethereum:web3: Used for all communication with the local Ethereum node to create and query contracts and individual users.

- iron:router: Enables front end routing using JavaScript. This allows us to render different templates based on what the URL is.

- fontawesome and twbs:bootstrap: Used to create reactive front end and styling.

- jQuery: Used to mutate the DOM and do AJAX calls to the private server.

Adding these packages using meteor add on the command line was very useful. Not only does it automatically download the files, it also imports them in the correct order. After using meteor add, all functionality from the packages is immediately available in any JavaScript or HTML file.

The following is a brief description of each of the pages we implemented combined with some interesting aspects to them. For a full description please see chapter 4 titled The Value Chain. Figure 5.11 depicts the typical paths users would take through the system.

- Registry: This is the root directory (i.e. "<IPFS hash>/"). It displays all accounts for the local Ethereum node running on localhost:8545. Each account can be set as active and the user can then create Entities from their active account.

- Entity: The directory is "<IPFS hash>/entity?address=". This page displays all information stored in an Entity contract and visualizes the data in a pie chart. It provides links to asset, permission and upload pages.

- Upload: The directory is "<IPFS hash>/upload?entity=". This page handles creation of an Asset contract and the upload of the asset to the private server. Once the upload is complete and successful it redirects to the asset page.

- Permission: The directory is "<IPFS hash>/permission?address=". This page displays all information stored in a permission contract and visualizes some of it using a pie chart. It allows users to sign the permission and links to the watch page.

- Asset: The directory is "<IPFS hash>/asset?address=". This page displays all information stored in an Asset contract. It also visualizes the distribution chain associated with the asset and links to the watch page.
• Watch: The directory is "<IPFS hash>/watch?permission=". This page describes the three options a user has available to them: The can purchase a view, stream the asset consuming a purchased view or become a sub distributor. If they choose to become a sub distributor they are redirect to their own newly created sub permission page.

![User flow through the various pages of the application](image)

Fig. 5.11 User flow through the various pages of the application. [85]

It should be noted that no user accounts are required when building an application for Ethereum, because all interactions are based off of a user's public key which they prove to be theirs by signing messages with their corresponding private key.

5.3.2 Integration with IPFS

NPM has a package call meteor build client which puts the static files into a build folder, allowing us to run the application by simply opening the build/index.html file. We uploaded this build folder to the IPFS network to allow anyone to access it.

The problem with uploading a file to IPFS is that it generates an immutable address because the address is partly the hash of the uploaded files. This means if we make any change to the application, the URL will change and our users will have told the new address.
To solve this problem we made use of the Inter Planetary Naming System (IPNS). This system allows you to generate a URL that points to a different IPFS URL. This pointer can be amended as we make changes to our application to point to the latest hash. This way our users will only ever need one address and we can mutate our site whilst still being completely based on the IPFS network.

This process is illustrated in figure 5.12.

![Diagram of IPNS pointing to different IPFS hash addresses](image)

Fig. 5.12 Illustration of IPNS pointing to different IPFS hash addresses. [48] [85] [47]

### 5.3.3 Integration with Ethereum

In the previous subsections we have mentioned the Front End files pulling information from Ethereum. To use our site the user must be running an Ethereum node locally and have it accepting JSON-RPC on port 8545. An Ethereum node is easy for users to get they have two options:

1. Download Mist the Ethereum browser which itself creates an Ethereum node for the user. This is probably not going to be the main way our users interact with the site because switching browsers is annoying to them.

2. Downloading and installing the Ethereum C++, Go or Python bundles which will allow them to use the Alethzero client or other unofficial clients to manage their local node. This is how we expect the first users to interact with our site.
It should be noted that the Homestead Ethereum release is focused on the stability of the network for developers not end users. The next release is called Metropolis and describes itself as the release for the masses. This is where polished user interfaces and user experience will be promoted in all Ethereum DApps and tools used to access them.

5.3.4 Testing

We tested our Application using the functionality provided by Meteor. This can be tricky in some cases when dealing with the Meteor client server communication but since our information is stored in Ethereum we do not have a server component in the Meteor app.

We performed full application integration testing. A problem we came across when testing reactive components, which we have throughout our application, is that Meteor is eventually consistent on the front end but there is not guarantee of when it will update. Functionality such as Tracker.afterFulsh() was used to wait long enough in testing to ensure reactive changes occurred before testing for the results thereof.

We used the dispatch:mocha-phantomjs Atmosphere package which uses Mocha for testing with the Chai assertion language and runs the client tests within a PhantomJS page printing the results to the command line. Figure 5.13 demonstrates a sample test’s source code.

5.4 Private Server API

5.4.1 Infrastructure

When coming to a decision about which technologies to use for our API we had multiple factors to consider as well as keeping the costs to a minimum.

First and most importantly we needed to be able to guarantee and prove the security of the system. The server will be handling all sensitive data that has value and thus needs to take great security precautions. The communication between users and the server is handled by HTTP over SSL so we have to consider all security measures once the data reaches the application. This includes encryption of the asset, validating of users’ digital signatures and therefor encryption of the database.

The second factor is that this is the initial design of system and we will most likely be making many iterative changes. For this reason we need to use technologies with great developer communities and documentation to enable adding functionality quickly. This will promote an Agile development approach which should yield the best possible application.
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We decided to use Ruby on Rails because it is free and open source. Not only does it have a huge ecosystem with the package manager bundle which downloads gems (i.e. libraries), but it also allows for very efficient app development. The framework clearly uses the dynamic language Ruby which is very easy to read and understand through clever implementation of "everything that can be is an object, even class definitions". It has great gems for handling cryptography (some specifically for Ethereum) and provides great tools for testing the application. Alongside these benefits, we also have a lot of experience developing with Ruby on Rails on previous projects.

When choosing where to deploy our applications we identified two options: Heroku or Digital Ocean. Both are cloud computing companies which allow users to push an application to them using our version control software Git and immediately deploy them to an IP address which makes them exceptionally easy to use. Heroku’s lowest tier is free and thus initially seemed like the best option. However once we realized we would not only need to deploy the application but also have a local Ethereum node running Digital Ocean became our top choice because it allows us to SSH into a virtual machine allowing simple fine grained control over the server. Digital Ocean’s lowest priced tier is $5 per month, however, we received a $100 voucher for free as part of their student package.

```javascript
// Ensures reactive components have rendered before testing them
const afterFlushPromise = Promise.denodeify(Tracker.afterFlush);

if (Meteor.isClient) {
  initialiseTestRPC();

  describe('Ethereum data is correct when', () => {
    beforeEach(() => FlowRouter.go('/'));

    describe('loading the root page', () => {
      it('has all accounts listed', () => {
        return afterFlushPromise().then(() => {
          var accountNum = $('#accounts').children().length;
          assert.equal(accountNum, 10);
        });
      });

      it('has all entities for the selected account', () => {
        return afterFlushPromise().then(() => {
          var entityNum = $('*[id*=view_link]:visible').length;
          assert.equal(entityNum, 5);
        });
      });
    });

    Fig. 5.13 Integration testing the applications root directory.
```
Digital Ocean offers a one click rails options. This created a machine for us and installed and ran a sample rails application using Unicorn and Nginx on Ubuntu and a PostgreSQL database. All we did was SSH into the server, replace the sample application with ours, set up the database configuration and restart the unicorn server at which point the site was available on the machines IP address. Installing Ethereum and having the node run in the background was made easy using the Ubuntu advanced package manager. The max CPU usage had to be limited to 20% for downloading the Blockchain because Digital Ocean has an excessive use policy and for 30% our process was terminated multiple times. Once the Blockchain was downloaded we dropped the CPU max usage for the Ethereum node down to 10% which was sufficient for our purposes. We made use of the Ethereum ruby gem to handle communication with the node.

We also created an IPFS node on the server which was trivial using the IPFS installation script and the ipfs ruby gem to handle communication with the node.

5.4.2 API

As touched upon in chapter 3 titled Design we only need a means of uploading an asset and a means of streaming that asset. This resulted in the following three API methods also illustrated in figure 5.14.

```ruby
Rails.application.routes.draw do
  get "stream/:id/:pubkey" => "assets#stream"
  get "check/:id/:pubkey" => "assets#check_access"
  post "upload" => "assets#upload"
end
```

Fig. 5.14 Ruby on Rails API for our private server.

1. assets.upload: A POST method that contains the asset, the asset contract address and the owners public key in the submission form data. The server encrypts the uploaded asset and stores it on IPFS. It the saves the asset contract address and the IPFS hash in the encrypted database as illustrated in figure 5.15.

2. assets.stream: A GET method that takes as parameters the Ethereum address of the Asset Contract governing access to the Asset and the pubkey parameter which is a string containing the user’s public key and a digital signature thereof. The server first checks that the signature is valid using the ruby_ecdsa gem, then it checks in the database of Ethereum events if an access event has fired with the asset hash parameter and the user’s public key. If so the asset is retrieved from IPFS, decrypted and streamed
to the user as illustrated in figure 5.16. Once this method returns we have a callback that marks one access as consumed so that a user has to purchase another unit of the asset through Ethereum if they wish to access it again.

3. assets.check_access: This method performs the same checks as the stream method but does not return the asset but rather a Boolean as to whether or not the supplied parameters do check out. This is used in the front end to so users know if they have access or need to purchase more units.

```ruby
# /upload
def upload
  asset = Asset.new(asset_params)

  data, key, iv, salt, pwd = encrypt(params[:asset].read)
  hash = ipfsPush(data)

  asset.key = key
  asset.iv = iv
  asset.salt = salt
  asset.pwd = pwd
  asset.ipfs_id = hash

  if asset.save
    render json: { success: true }, status: 200
  else
    render json: {
      success: false,
      error: "File failed to save on the server"
    }, status: 500
  end

end
```

Fig. 5.15 Implementation of upload method on server.

### 5.4.3 En/Decrypting Assets

We made use of the openssl Ruby gem which wraps the OpenSSL library as illustrated in figure 5.17. We use the advanced encryption standard 128 using cipher block chaining for encryption and decryption. Keys are generated from a password using PBKDF2. These are the latest standards which is why we chose them for securing our assets.

### 5.4.4 Database

We used a PostgreSQL database because of how the one click Ruby on Rails is set up in Digital Ocean as previously explained. Our database stores very sensitive information such as
def encrypt(data):
    cipher = OpenSSL::Cipher.new 'AES-128-CBC'
    cipher.encrypt
    iv = cipher.random_iv

    pwd = 'exact process redacted'
    salt = OpenSSL::Random.random_bytes 16
    iter = 20000
    key_len = cipher.key_len
    digest = OpenSSL::Digest::SHA256.new

    key = OpenSSL::PKCS5.pbkdf2_hmac(pwd, salt, iter, key_len, digest)
    cipher.key = key

    encrypted = cipher.update(data)
    encrypted << cipher.final

    return [encrypted, key, iv, salt, pwd]
end

def decrypt(data, asset):
    cipher = OpenSSL::Cipher.new 'AES-128-CBC'
    cipher.decrypt
    cipher.iv = asset.iv

    iter = 20000
    key_len = cipher.key_len
    digest = OpenSSL::Digest::SHA256.new

    key = OpenSSL::PKCS5.pbkdf2_hmac(asset.pwd, asset.salt, iter, key_len, digest)
    cipher.key = asset.key

    decrypted = cipher.update(data)
    decrypted << cipher.final

    return decrypted
end

Fig. 5.16 Implementation of stream method on server.

Fig. 5.17 Implementation of encrypting and decrypting data.
the keys for the encrypted assets. Because of these we felt it essential to encrypt the database. Fortunately we found a gem called crypt_keeper which allows us to do handle encryption effortlessly with the Rails framework as shown in figure 5.18. The gem uses AES-256 and PBKDF2 for pass phrase derivation similar to the encryption of our data as seen in figure 5.17.

```
class Asset < ActiveRecord::Base
  has_many :accesses

end
```

Fig. 5.18 Implementation of database encryption.

We have two tables in our database as shown in figure 5.19:

- **Asset**: This stores the IPFS address of the encrypted asset and all information used to encrypt it.

- **Access**: This stores the events from Ethereum that grant users access to an asset.

```
ActiveRecord::Schema.define(version: 20160522104523) do
  # These are extensions that must be enabled in order to support this database
  enable_extension "plpgsql"

  create_table "accesses", force: :cascade do |t|
    t.integer  "asset_id"
    t.string   "pubkey"
    t.boolean  "consumed"
    t.datetime "created_at", null: false
    t.datetime "updated_at", null: false
  end

  create_table "assets", force: :cascade do |t|
    t.string   "address"
    t.string   "key"
    t.string   "iv"
    t.string   "salt"
    t.string   "pwd"
    t.string   "ipfs_id"
    t.datetime "created_at", null: false
    t.datetime "updated_at", null: false
  end

end
```

Fig. 5.19 Database Schema.
5.4.5 Testing

The server was relatively simple with only three methods in the controller. Similar to our tests for the Smart Contracts, we used the JavaScript Jasmine framework combined with jQuery to test each of the API methods in an integrated fashion.
Chapter 6

Evaluation

6.1 Overview

The Value Chain is the first implementation of an application that stores a structured collection of digital items of value and securely and transparently regulates the access to them without a trusted third party. It is more advanced than the other implementations with respect to managing the flows of value between the users creating, distributing and consuming the collection of assets and it creates a completely transparent audit trail.

Blockchain is a very new field and there are no mature businesses in it, merely start ups and university researchers working towards creating the first production grade application with a large number of users. The only project that has gained significant traction in this space so far is Bitcoin. Because of this it has been difficult to provide a detailed analysis of our efforts in terms of other successful projects since we do not know if the projects we have referenced will actually be successful.

This section will start by describing the industry feedback we have received in an attempt to gain a greater insight into the usefulness and chances of success of this project. We will then have a look at each of the three major components in detail: the Smart Contracts providing the core of our innovative functionality, the Decentralized Application built to showcase our systems applicability to the film industry and the server API which handles information that cannot be public without compromising the entire system. Finally we will have a look at the strengths and weaknesses of this project in the context of the Background research.
6.2 Industry Response

Since Blockchain is such a new field, we felt this project could not be successfully evaluated without significant industry feedback. Part of the motivation for this project from the outset was to create an application that would actually be useful to the individuals in the film industry and then branch out into other industries once successful.

We have had an overwhelming amount of positivity towards this project and have a lot of meetings set up come July. These are focused on three areas: funding, advice and collaboration. The following subsections summarize the majority of companies we spoke to.

6.2.1 The Film Network

At the beginning of this project we discussed creating a tool for a new form of start up company possibly using Smart Contracts called the Distributed Autonomous Corporation (DAC). We were trying to find out how we could model the functions of a business in a trustless environment with the Blockchain.

The center for cryptocurrency research was approach by Gerard O’Malley, the CEO of The Film Network, a company created as part of the BBC which has since become independent. His idea was to create a Smart Contract for films, essentially comparing each film to a start up. This aligned perfectly with what we were looking for and in the background section it became clear that people we attempting similar ideas in the Music and Video Games industries too. This lead us to designing this project, a general solution applicable to all industries and demonstrating its use in the film industry.

We have had many meetings with Gerard and his partners throughout this project to ensure the ideas will be useful to film makers. Below is some of the feedback from these interactions:

1. End users do not want to have to concern themselves with Blockchain and Ethereum accounts. They would rather place some trust in us and create an account on a central server that takes care of the details under the hood. Users find having to run an Ethereum node locally to be a great barrier to entry.

2. Similar the the first point, users do not want to be aware of the different cryptocurrencies. So far we have only addressed the UK’s independent film industry and they would like to pay and be paid in GBP and not have to exchange to Ether but I think it is safe to assume that most users would like to deal in their local fiat currency. Again in an ideal scenario, users would rather place some trust in us, and have our central server perform the exchange back and fourth on their behalf.
3. Originally we were opposed to adding a geographical location term to distribution contracts because it is difficult to trace the true origin of any web request. However, Gerard and his partners made clear to us how the Film industry is more traditional and we would be wiser to enable the current way of doing things even if it was not perfectly enforceable as having a transparent record of all transaction in the system would be enough for legal disputes even if it was not enforceable directly by the system.

4. Overall Gerard and partners we happy with the ideas and direction of the project which lead to us applying for a grant from Innovate UK collaboratively discussed in the next subsection. They did mention that they would like it if we enabled companies like TFN to fully integrate the watch page of our system into theirs so that they could retain their users and give other companies an incentive to give their users bases access to our solution.

The first two points were unexpected to us coming from technical backgrounds. We had assumed users would not mind downloading an Ethereum client to use the new service if that meant not having to place much if any trust in us. It seems people are more willing to trust internet companies than we anticipated in favor of a better/simpler user experience.

For the third point we were also rather surprised. On the one hand we are trying to enable existing models of distribution and content management, however we are also trying to open up new possibilities and provide efficient solutions.

When we run our trial with the Film Network later this year we will be looking out for details such as adding geographical location of end users to distribution agreements, so that we may better address the existing methodologies. This research will have to be conducted for every industry we expand to, such as music, so that we may understand how they work in detail and thereby produce the best possible product.

The final point makes a lot of sense to us. Not only does it give companies an incentive to let their users access our solution it also means we do not have to create a separate site for each type of asset we host and deal with branding etc for the individual industries. It will also allow us to spread much faster tapping into existing user bases.

6.2.2 Innovate UK Application

As previously mentioned we applied for funding from Innovate UK’s contest on the sharing economy. We were not successful and the feedback we received can be found in the second appendix. The challenge was to bring ideas from the sharing economy (e.g. Uber for sharing rides) to new industries and partner with Nesta, an innovation charity. We were looking for a £30,000 grant to further develop the system and integrate with TFN.
The assessment was conducted by 5 experts from various backgrounds who’s feedback can be summarized as follows:

1. The project is described as "undoubtedly innovative", "compelling" and as having "substantial commercial novelty".

2. Insufficient detail about the commercialization of the project i.e. how much would we charge, how would users make money, how would it differ financially from other failed projects.

3. More work required on the testing plan i.e. why wasn’t BAFTA named as a test partner, why wasn’t more research completed on the specifics of the trial with NESTA.

4. The team seems to have all the necessary skills to turn this idea into a reality but weaknesses of the team have not been analyzed.

Given the positivity towards the project and that the weaknesses in our application were more centered around the structure of the collaboration and holes in the business side of things, specifically lacking financial projections, we will be applying for the next round which has a deadline in September for the collaborative aspects of this project.

6.2.3 British Academy of Film and Television Arts

Gerard had a connection to the British Academy of Film and Television Arts (BAFTA) which got us our initial meeting. We discussed the scope of the project in detail with 4 of BAFTAS employees including their research division and two programmers.

BAFTA were very interested in being a part of the project and were involved in many of the meetings with the film network mentioned above. The feedback listed in the film network section was echoed by BAFTA. They also have experience with applying for funding from Innovate UK, with something in the region of 8 funded projects. BAFTA provided help and guidance in the application to Innovate UK and will potentially be a part of our next application come September.

Going forward they have agreed to provide server space for hosting the films uploaded to our site if needed and will be providing advice on the film industry as well as potentially bringing us to film festivals to showcase our system.

6.2.4 Digital Catapult

We initially approached Digital Catapult with Gerard, and met with Sam Davies, the leader of a project they are developing in the video games industry as mentioned in the Background
research section 2.6.5. He was intrigued by the project and agreed to set up a meeting with everyone he knew currently developing Blockchain companies.

A few weeks later the cryptocurrency research center hosted an event at the Digital Catapult. We presented this project there to a large audience of industry professionals. The idea behind the event was to educate people about Blockchain and the new ways of solving problems it provides especially in government policy.

After the presentation we received a lot of positive feedback but also felt the idea had been slightly misunderstood by some. The term Smart Contract was one of the key problems to peoples understanding. We are not creating legal contracts that are on the Blockchain. We are creating a software application with code that runs on the Blockchain. Since the Blockchain is immutable and transparent an audit trail is available which is what provides the legal security. This concept is something we will need to make clearer in future presentations.

We spoke to the then CEO and CTO about the option of us working at the Digital Catapult but our interest did not align, however we are meeting them again come July. As a result of our discussions we will be looking at various options where we provide consultancy or a piece of equity in our company in return for advice. The new CEO used to be senior at the EMI music label and has a keen interest in Blockchain and so this project should be a good fit.

6.2.5 Government Round Table

The cryptocurrency research center hosted an event for the senior UK government members in an attempt to explain what Blockchain is and how promising it will be for the economy. We were allowed to briefly present this project at the event.

We were approached by various people after the presentation including ambassadors of British Embassies. All were very positive about the field and emphasized how important projects like this are to the UK’s creative industries which are facing serious problems as described in the Background section 2.5.

The most astonishing development from this event was that Sir Mark Walport, the UK’s chief science adviser saw and liked our presentation of this project and had his office reach out and request a copy of the slides. They also want to introduce us to Dr Ruth McKernan, the CEO of Innovate UK as they believe she would be interested in hearing more about it.

6.2.6 Ujo Music

We met Phil Barry, the founder of Ujo music, a company we had researched in section 2.6.4 at the digital catapult event. He is no longer working for Ujo but rather developing his own
company now trying to expand upon what was done at Ujo and bring it to the wider creative industries. He himself has a background in music production before doing an MBA at Oxford. We met with him a few weeks later to discuss the details of our projects and look at potential collaboration opportunities.

For the sounds of it, he is looking to do some similar aspects as we have done here. We discussed potentially founding a company together as he is still in the team building phase as well as other options such as his company potentially licensing our solution once completed.

Being in the industry himself he was overall very positive about the ideas, however given previous experience developing such Blockchain applications, he did advise us to do detailed testing of the costs involved as he found that in Ujo the because of the price of Ethereum gas the transactions did not end up being much cheaper than merely using normal banking services. More details on our analysis of this can be found in the next section.

6.2.7 Goldman Sachs

We met with David Reis, the head of technology investments for EMEA at Goldman Sachs. He told us that Goldman Sachs is currently doing a lot of research to learn about Blockchain and develop internal applications.

He liked the project but had limited experience in the creative industries. He advised us that there are currently no companies that are anywhere near mature enough for an institutional investor the size of Goldman. He does not expect any to be of adequate maturity for at least 3 or 4 years. We found this to be positive as it validated our research conclusions that we are one of the first in this space and that the industry is in its infancy.

6.3 Smart Contracts

In this section we will talk about some of the theoretical difficulties we faced using Ethereum and how these may be solved. We will also present our analysis of the 4 core components: Entity, Asset, Permission and Registry contracts.

6.3.1 Ethereum

Working with Ethereum was a lot more challenging than initially anticipated. There are two problems that have arisen out of the analysis of the Smart Contracts as a whole summarized below:
1. **Optimization for Gas**: When conducting user testing with our contracts deployed to a local Ethereum test network we experienced Out of Gas exceptions repeatedly. Each transaction in Ethereum that updates the state must compensate the network for the computation with gas. Gas is currently worth 20 GWei per unit. The maximum amount of gas that can be passed with any transaction is 3,000,000 which we always passed for the purposes of the test which equates to 0.06ETH, approximately 0.60 GBP at the time of writing. During the analysis we found that contracts creating other contracts was much more expensive than if we created the two contracts ourselves externally and then just validated what we had created in Ethereum. This has lead to a complete redesign of the system since in an effort to be as concise as possible and limit inter-contract communication to constant method calls rather than state updating ones.

2. **Blockchain Split**: In any Blockchain based system, the longest chain is considered the correct one. So if two nodes on opposite sides of the network mine different blocks at the same time the Blockchain splits and is eventually deterministic once one of the branches becomes longer than the other. This behavior means that once we receive an address for a contract, it could change if the Blockchain has split. This became a problem for multiple aspects of our site. We cannot guarantee the order in which the transactions into our site will be processed and we cannot be sure of the return value of transactions until waiting for a few blocks to be confirmed after the block containing the transactions. The first problem is solvable by batching transactions. The idea is simple create a batch of transactions with an ordering on them and submit the batch to the network. The second issue is a lot more complicated. The private server can observe the Blockchain and make the required amendments to its local storage. However the user interface needs to be extremely reactive, constantly updating the addresses displayed on the site to avoid us entering any batches of transactions into Ethereum which reference old incorrect values. This may be unavoidable at times and needs further research to ensure consistency.

### 6.3.2 Contract Optimization

Here we present the analysis of our contract optimization both in terms of design changes for efficiency and reworking algorithms to be more computationally efficient figure 6.1. The final data point for each contract is as a result of using the Solidity compilers advanced optimization mode.

It should be noted that we did not find ourselves with enough time to implement decentralized decision making for entities. This is mainly because decisions become rather
complicated in our hierarchy of individuals and entities and described in detail in sections 3.3.2 and 5.2.3. Whilst this is not essential to the core of our project it will be the first aspect we work on next.

We also were not able to add the negotiation process for distribution contracts described in section 3.2.2. The cause of this is that it takes too much storage to save each of the propositions in Ethereum contracts. We will solve this problem by maintaining a hash of the propositions stored on IPFS in the Ethereum contract. Upon signing of a permission, users will pass along the hash of the proposition they agree with.

### 6.4 Private Server

In this section we will provide a summary of the analysis we performed on the private server. It is important to state from the outset that we feel we have performed weakly in testing this component of our system. We did not have the time we would have liked to do the scope of testing required to prove security.
6.4 Private Server

6.4.1 Asset Storage

As mentioned in sections 5.4.3 and 3.4 we used IPFS to store our assets. Having analyzed this decision we came to the conclusion that this is actually rather pointless. Our private server encrypts the asset uploaded to it and saves it to the local IPFS node. When a user requests to view the asset they do not access it directly on IPFS but rather contact the server which accesses it in its local node. This means the asset will never be stored on any of the other peers and thus we will not benefit from the IPFS network at all as shown in figure 6.2. All we have essentially done is create a local database where everyone on IPFS can access our encrypted assets if they so wished, thereby reducing the security provided by a central server and still having the same disadvantages of a single point of failure.

![Diagram showing server communicating with local IPFS node](image)

We have come to the conclusion that it would make much more sense to use StorJ or ideally Maidsafe when it launches, so that the files are split up and distributed throughout the network. Offering the remaining storage space on the private server to the SAFE network would help mitigate the cost of using it. This will be one of the first aspects we address when further developing the application.

6.4.2 Threat Analysis

Our system is vulnerable to collision attacks. Collision attacks are possible because hash functions return a constant output size. This means if the input domain to the hashing function is larger than the range some inputs will map to the same hashes. Since hashes are involved in creating users’ addresses, if someone were to find a collision in the hash function, they
could perform sensitive operations as another address without possessing the password to it. The biggest implications this would have for our site is if a user found a collision for an address which owns an Entity. In this case they would be able to transfer out the balance to an account of their choosing. However, since Ethereum has had no problems this far it is unlikely this will ever be a problem. We are no less secure than Ethereum in this respect. Also this attack is very hard to have success with. Even if an attacker found a collision, there is tiny chance that either of the colliding inputs was used for any of the accounts on our site.

6.4.3 Security and Testing

We used the latest standards for encryption of our database and the assets as shown in section 5.4. In future we would like to post an add inviting people to attempt hacking the server. We will also make the source code of the application public since all keys for encryption are stored in environment variables on the server itself for security. We will approach industry security experts and ask for advice whilst running them through our source code.

We did not have sufficient time to adequately test the application. We performed integration tests by querying the API with various parameters and validating the return values, however we should have performed unit testing on the most critical components for security such as the encryption of the assets and the encryption of the database.

6.5 Decentralized Application (DApp)

6.5.1 User Experience Feedback

Since the demographics we identified as potential users of the web application in general do not have technical backgrounds, we devoted a significant amount of time to designing a user interface that would be intuitive for a non-technical individual to navigate, and that would explain all of the Blockchain-related concepts to the user without adding too much clutter and confusion. To achieve this objective, we organized 2 rounds of user feedback at different points in the development:

1. A live interview where individuals clicked-through an InVision prototype of the initial mock-ups (online at ).

2. A SurveyMonkey questionnaire sent to a selection of potential users along with a link to the working prototype (with the main permission, entity, and asset functionality in place) (online at ).
The first live interview at the mock-up stage was performed on 4 potential users: 1 film maker, 2 potential film distributors (1 Youtube Vlogger and 1 university student studying marketing), and 1 film consumer. The interviewees each spent around 5 minutes clicking through the design prototype unassisted, commencing at the entry point of their relevant user categories (e.g. the film maker started at the landing page). We gained the following insights:

- All candidates (100%) said they were confused by the Ethereum addresses for the assets, entities, and permissions. The main reason for this was that their own Ethereum addresses were used to create entities, which then create permissions and assets, so they consistently confused these addresses with their own. Our response to this was to show the name whenever possible, e.g. in the view entity page in the Appendix, we replaced the asset addresses in the asset and permission thumbnails with their actual names, as demonstrated below in figure 6.3.

![The Revenant](image)

Fig. 6.3 The new asset thumbnail on the view entity page designed after the first round of user feedback.

- Furthermore, all candidates (100%) also suggested removing the "active address" header on the dashboard/registry page (see the Appendix), since it was redundant because of the active address displayed in the navigation bar.

- 3 candidates (75%) said they were confused by the term "permission". When asked what a permission was, candidates including one in the "film distributor" user category did not understand that this was analogous to a distribution contract. Hence, throughout the user interface we replaced all references to "permission" with "distribution contract".

- 2 candidates (50%) said they were confused by the term "entity". They suggested adding an information section somewhere on the dashboard/registry page to explain what it was. We decided to add an on-hover popover with an explanation about what an entity is.
2 candidates (50%) suggested listing the parent and child entities in the permission thumbnail on the view entity page, since it is important to know who the owners of an entity are in business with. We agreed with this suggestion, and changed the thumbnails to match that shown in figure 6.4.

Fig. 6.4 The new permission thumbnail on the view entity page designed after the first round of user feedback.

1 candidate (25%) said they were confused by the term "asset", but when asked what an asset was, they understood that this was analogous to "film". We chose not to change references to "asset" with "film" for now, but we will before a beta launch.

Finally, all candidates (100%) were able to explain how the site worked vaguely. Although there was some confusion about whether the distribution occurred in a tree-like format or whether every distributor interacted with the asset owner, they all found the overall navigation through the user interface intuitive.

The final round of user-feedback was done after the final version of the product was produced, and after the changes to the user interface from the first round of feedback were implemented. The idea here was to understand the strengths and weaknesses of the finalised user interface to learn what changes need to be ultimately made before launching the product.

A SurveyMonkey survey was created, along with a live Heroku version of the prototype. We had 21 total responses, 4 (19%) of which were conducted in person (in a live interview setting), the remaining 17 online.

Respondents were instructed to first determine which user category they fit into: film maker, film distributor, or film consumer, and based on this visit /MAKER, /DISTRIBUTOR, /CONSUMER, and navigate through the website from there. 10 out of 21 (47.6%) said they were film consumers, 6 out of 21 (28.6%) said they would be film distributors, and 5 out of 21 (23.8%) said they would be film makers, as demonstrated in figure 6.5. Further, 17 (81%) of respondents said they were from non-technical backgrounds.
They were then asked a series of questions that tested understanding of some of the concepts (what an entity, asset, and distribution contract are), and asked what they did once they reached a page (along with if, on a given page, there was anything they did not understand or anything they suggested changing). Some of the questions generating interesting responses were:

- As shown in figure 6.6, we asked users what they thought the application was for after reading the landing page. 16 users (76.2%) selected the correct answer (answer 2), "it uses Blockchain technology to give you a new distribution channel for your film, where anyone can become a distributor, sell views, and split the revenue per sale with the film maker/parent distributors". However, 4 users (19%) said "it uses Blockchain technology to allow you to upload your favorite film to the website and allow you to make money by selling views of it" (answer 1), a wrong answer. Since this answer would be accurate if "favorite film" were replaced with "your film", we estimate a fraction of these incorrect responses (2 out of 4) were due to misreading, since their responses to the other questions demonstrated that they understood how the site worked. Interestingly, all 4 of these incorrect responses were produced by users defining themselves as film consumers. Finally, 1 user (4.8%) selected the other wrong answer (answer 3), "it uses Blockchain technology to permit any person from anywhere to buy your film". This user along with the 2 previously discussed (a total 14.2% of users) missed the fundamental idea of what the web application does, elucidating a weakness in our technical explanations to non-technical individuals.
Evaluation

Fig. 6.6 The survey responses to the question: "From reading the landing page, what do you think the website does?".

For this reason, we have decided to add a panel at the bottom explaining in detail how it works, with specific emphasis on mentioning the terms "entity", "asset", and "distribution contract", along with the image of a distribution tree as depicted below in figure 6.7.

Fig. 6.7 A screen shot of a distribution tree added to the landing page.

This will be added to the landing page before production.

• Since the main changes to the interface after the first round of user feedback concerned providing more information and help content with respect to explaining terms such
as "entity" and "asset", we wanted to see if users’ understanding had improved. We therefore asked the question "did you find the terms entity, asset, and distribution contract confusing?", as depicted in figure 6.8. 9 users (42.8%) said that the terms were clear, and 7 users (33.3%) said the terms became clear after reading through the help information. Thus, the overall comprehension of the basic application concepts increased from 50% to 76.1%, implying that the changes were successful. Unfortunately, 5 users (23.9%) still had trouble understanding what these terms were, and in a follow-up question asking if they had read the help content, 3 of these users said they had not seen any extra information. Hence, before launch, we must make the help content and other information easier to find.

Fig. 6.8 The survey responses to the question "did you find the terms entity, asset, and distribution contract confusing?".

- All users (100%) said that they found the user interface to be intuitive and easy to use and navigate: comments left by respondents included mentioning that button names and actions on each page were clear, and that the information displayed on each page was easy to understand and big enough.

From the observations of the second round of user feedback, we can identify a set of strengths and weaknesses with respect to the user interface. Overall, the site was found to be easy to navigate and respondents said that the interface was clean and intuitive. Hence, a strength is that our non-technical user base is able to navigate the site without issues. The main weakness identified is that users’ conceptual understanding of how the website works and its purpose could be significantly improved. A fraction of users struggled to find the help content, and other users simply did not grasp what the website was for.
6.5.2 Testing

A note should be made on our choice of testing frameworks. We used Jasmine for the Smart Contracts and Mocha/Chai for the decentralized application itself. This meant we had to learn two different systems and configure how to run both testing suits automatically in conjunction. This proved to be a bad decision as it caused a lot more difficulty than if we had just chosen one to work with. Going forward we will be testing all aspects of the Smart Contracts and the Front End Application using Jasmine.

6.6 Strengths and Weaknesses

This section will provide an overview of what we have found by evaluating this project. We will list strengths and weaknesses in terms of the Background research where applicable.

Strengths:

- Our application is the first to enable the secure distribution of digital assets and management of the associated permissions, without a central party. Users’ distribution agreements provide a transparent audit trail on the Blockchain.

- Despite being completely transparent, our site protects the identity of the individual users consuming assets. There is no need to sign up or provide any personal information. Users can buy and stream videos with complete anonymity.

- With a private server handling all sensitive encryption keys for the assets and by storing the encrypted assets on a decentralized system, film creators can rest assured that their content is safe and cannot be accessed by anyone without the permission to do so.

- By managing payments on the Ethereum network we can provide a much lower cost per transaction, meaning higher profit margins for distributors and film makers. It also means we can send micro payments and trickle every individual purchase from a user up the distribution chain into the Entities’ accounts preventing any short term cash flow issues.

- Having chosen to write all Contracts in Solidity we can not only deploy our contracts on Ethereum, but also deploy them on the new side chain RootStock, which is bringing Smart Contracts to Bitcoin. This means we are not dependent on the success of any individual Smart Contract platform but rather on the the success of the Blockchain field.

Weaknesses:
• The speed of the system when it comes to any action which requires the creation of an Ethereum transaction is inherently limited by the block confirmation time which is approximately 15 seconds. This can negatively impact users in a number of ways for example: If a user were to buy a view for a film and attempt to stream it less than 15 seconds later, they would not be permitted to do so.

• In the Ethereum model users are anonymous, merely identified by their public keys. This results in a potential mechanism to abuse our site for criminal activity as currently implemented. We have no means of validating that a person uploading and claiming they own some asset actually does. Consider a pirated video online. A user would be able to illegally download a movie, upload it to our site and start making money by selling it.

• In extreme cases when the Blockchain splits into n branches and in that moment a user inserts some transaction into the Blockchain referencing an address of a contract affected by the split, that transaction has a \( 1/n \) chance of referencing the valid contract. In practice we could never force this to happen but it is theoretically possible.

• We have not performed sufficient security testing on our private server to ensure there is no know way of attacking it. However, even if it is successfully hacked, all database information is encrypted so it is debatable as to how severe a problem this is at this stage. This is the first item we intend to address when further developing this product.
Chapter 7

Conclusion

7.1 Lessons Learned

We have come across many interesting problems throughout this project. This has given us a great insight into how powerful Smart Contracts are, the potential that they have and the challenges they are currently facing. The idea of a decentralized internet is exciting, removing the need to trust third parties and giving us many options that were previously just not possible. However it is very early days in this field and it remains to be seen to what extent it may be regulated and how we can truly guarantee security going forward with computational power in the world always increasing and therefore vulnerabilities being found in cryptographic principals.

In addition, we have become aware of what an impact this project could have on the creative industries in particular. Problems such as rights attribution and distribution of digital content have long been prevalent. It is clear that the next years will dramatically improve such industries. Furthermore it has become clear how topical Blockchain companies are at the moment and much funding is available for start ups attempting to build solutions using these new tools. For our perspective we will be attempting to found a company and further develop this product starting in the Film and Music Industries.

Unsurprisingly we have discovered a distrust from the general public when it comes to Blockchain. As with any new technology users need time to become accustomed to it. Many capable industry professions struggle to understand how Blockchain works fundamentally and how it provides security. This has shown us how important it is to obscure any of the technical details of the Blockchain from our users during this "warm up" phase.

Surprisingly, we have found that there are many businesses looking to hire us off the back of this project. This is true mainly for the financial sector or individuals with business experience looking for a more technologically orientated founder or Chief Technology Officer.
for their start up. The creative sectors have been very willing to collaborate and build systems together. This has given us even more motivation to keep developing and improving the system in an attempt to build a start up ourselves.

Finally we have been able to observe how quickly the Blockchain industry as a whole is evolving. Whilst working on the project much has changed and the rapid progression of the field is gaining momentum. During the course of this project we have had to rework aspects given new opportunities that presented themselves. We have attempted to list all the new systems, too immature for this project at the time of writing, but worth keeping an eye on to better aspects of our work in the future.

7.2 Future Work

We could go on for many pages listing all of the extensions and improvements we would like to add to this project, however we will summarize those that we find the most interesting:

- The first extension we will add to the project is by adding more functionality to the server API. We will allow users to make the typical accounts they are used to from today’s web applications. Under the hood we will automatically create an Ethereum address for them and associate it with their user account. If the user needs more Ether they will be able to send us the fiat currency and under the hood we will exchange it and add it to their account. This will mean the user can be completely oblivious to Ethereum. The disadvantage is that they will have to trust us but this does not seem to be a problem in today’s model. We will still allow users with local Ethereum nodes to use the site as before and will slowly start converting the traditional account holders to the Ethereum way.

- Once the Enigma project being built at MIT launches we will attempt to remove the need for the server handling the sensitive information. They claim to have a solution to privacy in the Blockchain that requires no trust between any of the parties and has an innovative solution using optimized versions of algorithms from Secure Multi-Party Computation and Secret Sharing Schemes. This would allow us to create an application that requires no trust what soever.

- Once Maidsafe launches an application we will store all Assets on the SAFE network. This means will require a lot less storage on the server but will have to pay the SAFE network for the resources consumed. It will however provide better security because the file will be split over many different nodes.
7.2 Future Work

• We will expand the the music industry next and provide basically the same functionality and from there options are the games industry, photography and any other digital assets such as documents. The system has been designed for this and will only require a new watch/view page for each type of asset.

• We will expand the information that can be stored on each Smart Contract, by allowing users to add images and detailed descriptions of their assets. Ethereum is not suited for this and so we will use IPFS to store the content and save the hash IPFS address in the corresponding Ethereum contract.

These some of the largest pieces of future work we have identified. If you have any suggestions or would like to be a part of further building this platform please get in touch with us.
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Appendix A

Innovate UK Feedback
IC Tomorrow: Innovation Contest: Sharing Economy

Project Title: IC Tomorrow
Lead Organisation: Film Network Ltd
Project ID: 72051-428743

How To Read Your Feedback

This document compiles the full comments made by the independent assessors who reviewed your Application. We hope you find it useful.

Typically three to five assessors review each application. These assessors are chosen from diverse professional backgrounds and expertise, and each application can be reviewed by both academic and business leaders who inevitably will have different viewpoints. Assessor comments are delivered in their words and presented by question number along with their averaged score. Note as there are multiple assessors involved there are multiple comments made per question and the views of the different independent assessors may not be aligned.

We thank you for your application and hope that regardless of the final outcome you find the assessor comments useful in the further development of your project and business.

Scope

Did the assessors consider this application to be in scope? Y

Q1. Your Proposed Application

Average score for this section (out of 10): 7.40

The video is very clear about the offering and how it will work. The words also back the video up and the concept is compelling and fits the sharing economy.

The application explains his proposition clearly, and this proposition is a good fit to the challenge. It has substantial commercial novelty.

The applicant describes his vision for film sharing being equitable for all from content producer through to distribution and the viewer, but there is minimal information to say how he intends to achieve that; for example, there is no clear statement explaining why people will want to use this platform and not continue to pirate films.
Although a potentially useful practical implementation of a technology, this represents an implementation of a very long-established model for social media distribution rather than a sharing economy play where there is implicit symmetrical sharing of idle assets. As such, its relevance to the challenge may be marginal.

Undoubtedly an innovative proposal, making use of current trends/media around blockchain technology. Equally the notion of licensed content being shared by fans (whether via a peer to peer model or something centrally licensed/stored) has been explored in the past and faces numerous challenges.

**Q2. Proposed Project Plan**

Average score for this section (out of 10): 7.80

The plan and breakdown of costs is shown and whilst more info is required and how this stands the project in good stead for potential success. The competition is clear and how this is disruptive to the current way of working and thus difficult not to support.

The project plan is suitably clear on the proposed developments. The cost breakdown is appropriate and is credible.

The project is well segmented into various tasks, some of which seem ambitious in effort terms. Cost has been broken down and a cost is included for the trial. The plan should be able to develop the platform as envisaged.

The breakdown given is reasonable, although does not explicitly address the activities required for a trial with NESTA - such costs to be inferred.

The costs have been clearly broken down, albeit in amounts that in some cases appear to be rather more on the robust side than expected. Applicants have thought about the components that will be built, together with the number of days it will take to build each item.

**Q3. Trial**

Average score for this section (out of 10): 6.60

The trials (tests) are explained and the relationship with others is clear. In terms of technology and commercial aspects in terms of payment to see if this works in practice.

The broad concept is appropriate, but the details of the propose trial are not clear. The application would benefit from improving the explanation of the trial, its objectives, and its proposed success criteria.

There is little information on how the trial is expected to be conducted. Applicant has identified several measures to gauge success, however target figures that would determine success are not identified.

Almost no consideration is given to how this works for the trial would have been good to describe, identifying a trial partner ought to be considered.

Very little consideration is given to NESTA’s remit or goals and to matching this trial to them or of the process for engagement with NESTA.
The applicant has considered which aspects of their service they wish to test. The proposal would be strengthened with more information on what this qualitative and quantitative data might be and how it will be collected. Also details on who will the users be and how they will be acquired.

**Q4. Business Model and Marketplace**

Average score for this section (out of 10): 6.60

The theory of the pricing model and market is offered in this section - the reality of this in practice has yet to be evidenced - it depends whether those few that have the rights wrapped up fight back over this technology and the cultural change is addressed as well.

Aspect of the business proposition, and its engagement with a substantial marketplace are presented clearly. The application could be further improved by focusing on the real business opportunity in more detail, and it is recommended to move the business spiel further away from complaining about the incumbent studios / distributors, who are successful capitalists whether you agree with their market domination or not.

The market is well described; the current problems that are seen are also described. What the applicant identifies and what is not clearly addressed is persuading viewers to pay for online content when they currently do not. There is no detail on the prices or price points to be charged, the distribution of fees, and the amount that the company would take as a fee/commission.

Although a market model is given, the addressable market and the overall legitimate market growth that would be enabled by any migration of content from unauthorised distribution to legitimate channels is not described. Although it describes a watching fee, no consideration is given here to the revenue split algorithms and therefore to the revenue potential to consider.

An adequate degree of information has been provided around the business model, though some specific numbers on the likely pricing and percentages (even if set by third parties) would be useful. There are some figures on the online video market and the cost of piracy, but more detail on the specific size of the marketplace that this service might likely access would improve the pitch. Especially as the film / TV industry has a chequered history of licensing for online usage.

**Q5. Team and Expertise**

Average score for this section (out of 10): 6.20

Impressive team that should be able to pull this project off if any combination can.

The applicant’s team possesses most of the expertise to deliver the proposition successfully.

The core team has the skills to bring about this development. If skills are lacking, they are not mentioned.

The company will be supported by BAFTA and it is unclear why BAFTA are not cited as the trial partner, as it could be ideal through provision of various content and providing a respected brand for the project.

The team here has relevant skills although identification of skills gaps and how they would be addressed would be useful.

Fig. A.3 Feedback from Innovate UK Application Page 3.
The team has been described well, including details of co-founders who have extensive experience within film and TV. From a technical standpoint there is also artificial intelligence and machine learning skills on the team. A little information describing any gaps in the team, or where external suppliers may be needed, would elevate the proposal still further.

---

**Reasons given for not recommending**

---

Fig. A.4 Feedback from Innovate UK Application Page 4.
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User Interface Mock-ups
Fig. B.1 Form for creating a new asset.
Fig. B.2 The view asset page.
Fig. B.3 The registry/dashboard page.
Fig. B.4 The view entity page.
Reach a wider audience for your film with blockchain technology.

Fig. B.5 The landing page.
Fig. B.6 The active permission page.
Fig. B.7 The inactive permission page.
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Fig. B.8 The watch page.